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1. Display the article in your Web browser and scroll to the end of the article.

2. Click on the Feedback link at the bottom of the article, and a separate window containing an email
form appears.

3. Fill out the email form as instructed, and submit your feedback.
* To send comments on PDF books, you can email your comments to: wasdoc@us.ibm.com.

Your comment should pertain to specific errors or omissions, accuracy, organization, subject matter, or
completeness of this book. Be sure to include the document name and number, the WebSphere
Application Server version you are using, and, if applicable, the specific page, table, or figure number
on which you are commenting.

For technical questions and information about products and prices, please contact your IBM branch office,
your IBM business partner, or your authorized remarketer. When you send comments to IBM, you grant
IBM a nonexclusive right to use or distribute your comments in any way it believes appropriate without
incurring any obligation to you. IBM or any other organizations will only use the personal information that
you supply to contact you about your comments.
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Links

Because the content within this PDF is designed for an online information center deliverable, you might
experience broken links. You can expect the following link behavior within this PDF:

» Links to Web addresses beginning with http:// work.
» Links that refer to specific page numbers within the same PDF book work.
* The remaining links will not work. You receive an error message when you click them.

Print sections directly from the information center navigation

PDF books are provided as a convenience format for easy printing, reading, and offline use. The
information center is the official delivery format for IBM WebSphere Application Server documentation. If
you use the PDF books primarily for convenient printing, it is now easier to print various parts of the
information center as needed, quickly and directly from the information center navigation tree.

To print a section of the information center navigation:

1. Hover your cursor over an entry in the information center navigation until the Open Quick Menu icon
is displayed beside the entry.

2. Right-click the icon to display a menu for printing or searching your selected section of the navigation
tree.

3. If you select Print this topic and subtopics from the menu, the selected section is launched in a
separate browser window as one HTML file. The HTML file includes each of the topics in the section,
with a table of contents at the top.

4. Print the HTML file.
For performance reasons, the number of topics you can print at one time is limited. You are notified if your

selection contains too many topics. If the current limit is too restrictive, use the feedback link to suggest a
preferable limit. The feedback link is available at the end of most information center pages.
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Chapter 1. Overview and new features for securing
applications and their environment

Use the links provided in this topic to learn more about the security infrastructure.

[What is new for security specialists|

This topic provides an overview of new and changed features in security.

This topic describes how IBM® WebSphere® Application Server provides security infrastructure and
mechanisms to protect sensitive Java Platform, Enterprise Edition (Java EE) resources and
administrative resources and to address enterprise end-to-end security requirements on
authentication, resource access control, data integrity, confidentiality, privacy, and secure
interoperability.

[“Security planning overview”|

Several communication links are provided from a browser on the Internet, through web servers
and product servers, to the enterprise data at the back-end. This topic examines some typical
configurations and common security practices. WebSphere Application Server security is built on a
layered security architecture. This section also examines the security protection offered by each
security layer and common security practice for good quality of protection in end-to-end security.

Samples

The|Samples documentation| offers:

* Login - Form Login
The Form Login Sample demonstrates a very simple example of how to use the login facilities for
WebSphere Application Server to implement and configure login applications. The Sample uses the
Java Platform, Enterprise Edition (Java EE) form-based login technology to customize the look and feel
of the login screens. It uses servlet filters to log the user information and the date information. The
Sample finishes the session by using the form-based logout function, an IBM extension to the Java EE
specification.

* Login - JAAS Login
The JAAS Login Sample demonstrates how to use the Java Authentication and Authorization Service
(JAAS) with WebSphere Application Server. The Sample uses server-side login with JAAS to
authenticate a real user to the WebSphere security run time. Based upon a successful login, the
WebSphere security run time uses the authenticated Subject to perform authorization checks on a
protected stateless session enterprise bean. If the Sample runs successfully, it displays all the principals
and public credentials of the authenticated user.

Security planning overview

When you access information on the Internet, you connect through web servers and product servers to the
enterprise data at the back end. This section examines some typical configurations and common security
practices.

This section also examines the security protection that is offered by each security layer and common

security practice for good quality of protection in end-to-end security. The following figure illustrates the
building blocks that comprise the operating environment for security within WebSphere Application Server:

© IBM Corporation 2003 1



WebSphere security layers

- Naming - HTML

- Userregistry - Serviet or JSP file WebSphere Application Server resources

- JMXmessage - Enterprise beans

beans - Web services
L X
H i
Access control ; -

Yy v

WebSphere security WebSphere Application Server security

J2EE security API

CORBA security (CSlv2)

Java security

Java 2 security

Java virtual machine (JYM) Version 5.0

Operating system security

Platform security

Metwork security

The following information describes each of the components of WebSphere Application Server security,
Java security, and Platform security that are illustrated in the previous figure.

WebSphere Application Server security

WebSphere security
WebSphere Application Server security enforces security policies and services in a unified
manner on access to Web resources, enterprise beans, and JMX administrative resources.
It consists of WebSphere Application Server security technologies and features to support
the needs of a secure enterprise environment.

Java security

Java Platform, Enterprise Edition (Java EE) security application programming interface
(API) The security collaborator enforces Java Platform, Enterprise Edition (Java EE)-based
security policies and supports Java EE security APlIs.

Java 2 security
The Java 2 Security model offers fine-grained access control to system resources
including file system, system property, socket connection, threading, class loading, and so
on. Application code must explicitly grant the required permission to access a protected
resource.

Java Virtual Machine (JVM) 5.0
The JVM security model provides a layer of security above the operating system layer. For
example, JVM security protects the memory from unrestricted access, creates exceptions
when errors occur within a thread, and defines array types.

Platform security

Operating system security
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The security infrastructure of the underlying operating system provides certain security
services for WebSphere Application Server. These services include the file system security
support that secures sensitive files in the product installation for WebSphere Application
Server. The system administrator can configure the product to obtain authentication
information directly from the operating system user registry.

The security infrastructure of the underlying operating system provides certain security
services for WebSphere Application Server. The operating system identity of the servant,
controller, and daemon Started Task, as established by the STARTED profile, is the
identity that is used to control access to system resources such as files or sockets.
Optionally, the operating system security can provide authentication services using the
User Registry of local operating system, and/or authorization services using SAF
Authorization for the WebSphere Administration console and for applications running under
the application server.

In addition to knowledge of Secure Sockets Layer (SSL) and Transport Layer Security
(TLS), the administrator must be familiar with System Authorization Facility (SAF) and
Resource Access Control Facility (RACF®), or an equivalent SAF based product.

The identity and verification of users can be managed by using a Local Operating System
as the User Registry, RACF or equivalent SAF base product. Alternatively, an LDAP,
Custom, or Federated User Registry can be used.

WebSphere can be configured to use SAF Authorization, which will use RACF or an
equivalent SAF based product to manage and protect users and group resources.
Alternatively, WebSphere can be configured to use WebSphere Authorization or a JACC
External Authorization Provider.

When using either Local Operating System as the User Registry and/or using SAF
Authorization, security auditing is an inherit feature of RACF or the equivalent SAF based
products.

Network security
The Network Security layers provide transport level authentication and message integrity
and confidentiality. You can configure the communication between separate application
servers to use Secure Sockets Layer (SSL). Additionally, you can use IP Security and
Virtual Private Network (VPN) for added message protection.

Each product application server consists of a web container, an Enterprise Java Beans (EJB) container,
and the administrative subsystem.

The administrative console is a special Java EE web application that provides the interface for performing
administrative functions. WebSphere Application Server configuration data is stored in XML descriptor files,
which must be protected by operating system security. Passwords and other sensitive configuration data
can be modified using the administrative console. However, you must protect these passwords and
sensitive data. For more information, see [Encoding passwords in files” on page 975.|

The administrative console web application has a setup data constraint that requires access to the
administrative console servlets and JavaServer Pages (JSP) files only through an SSL connection when
administrative security is enabled.

In WebSphere Application Server Version 6.0.x and earlier, the administrator console HTTPS port was
configured to use DummyServerKeyFile.jks and DummyServerTrustFile.jks with the default self- signed
certificate. The dummy certificates and keys must be replaced immediately after WebSphere Application
Server installation; the keys are common in all of the installation and are therefore insecure. WebSphere
Application Server Version 6.1 provides integrated certificate and key management, which generate distinct
private key and self-signed certificate with embedded server host name to enable host name verification.
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WebSphere Application Server Version 6.1 also enables integration with external certificate (CA) authority
to use CA-issued certificates. The WebSphere Application Servers Version 6.1 installation process
provides an option to enable administrative security during installation. As a result, a WebSphere
Application Server process is secured immediately after installation. WebSphere Application Server Version
7.0 extends the embedded certificate management capabilities by creating a chained certificate (personal
certificate signed by a root certificate) to enable refresh of the personal certificate without affecting the
trust established. It also enables tailoring of the certificate during profile creation (you can import your own
or change the distinguished name (DN) of the one created by default) as well as the ability to change the
default keystore password.

Administrative security

WebSphere Application Servers interact with each other through CSIv2 and Secure Authentication
Services (SAS) security protocols as well as the HTTP and HTTPS protocols.

Important: SAS is supported only between Version 6.0.x and previous version servers that have been
federated in a Version 6.1 cell.

You can configure these protocols to use Secure Sockets Layer (SSL) when you enable WebSphere
Application Server administrative security. The WebSphere Application Server administrative subsystem in
every server uses SOAP, Java Management Extensions (JMX) connectors and Remote Method Invocation
over the Internet Inter-ORB Protocol (RMI/IIOP) JMX connectors to pass administrative commands and
configuration data. When administrative security is disabled, the SOAP JMX connector uses the HTTP
protocol and the RMI/IIOP connector uses the TCP/IP protocol. When administrative security is enabled,
the SOAP JMX connector always uses the HTTPS protocol. When administrative security is enabled, you
can configure the RMI/IIOP JMX connector to either use SSL or to use TCP/IP. It is recommended that
you enable administrative security and enable SSL to protect the sensitive configuration data.

Security for Java EE resources

Security for Java EE resources is provided by the web container and the EJB container. Each container
provides two kinds of security: declarative security and programmatic security.

In declarative security, an application security structure includes network message integrity and
confidentiality, authentication requirements, security roles, and access control. Access control is expressed
in a form that is external to the application. In particular, the deployment descriptor is the primary vehicle
for declarative security in the Java EE platform. WebSphere Application Server maintains Java EE security
policy, including information that is derived from the deployment descriptor and specified by deployers and
administrators in a set of XML descriptor files. At runtime, the container uses the security policy that is
defined in the XML descriptor files to enforce data constraints and access control.

When declarative security alone is not sufficient to express the security model of an application, you might
use programmatic security to make access decisions. When administrative security is enabled and
application server security is not disabled at the server level, Java EE applications security is enforced.
When the security policy is specified for a web resource, the web container performs access control when
the resource is requested by a web client. The web container challenges the web client for authentication
data if none is present according to the specified authentication method, ensures that the data constraints
are met, and determines whether the authenticated user has the required security role. The web security
collaborator enforces role-based access control by using an access manager implementation. An access
manager makes authorization decisions that are based on security policy derived from the deployment
descriptor. An authenticated user principal can access the requested servlet or JSP file if the user principal
has one of the required security roles. Servlets and JSP files can use the HttpServietRequest methods,
isUserInRole and getUserPrincipal.

When administrative security and application security are enabled, and the application server level
application security is not disabled, the EJB container enforces access control on EJB method invocation.
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The authentication occurs regardless of whether method permission is defined for the specific EJB
method. The EJB security collaborator enforces role-based access control by using an access manager
implementation. An access manager makes authorization decisions that are based on security policy
derived from the deployment descriptor. An authenticated user principal can access the requested EJB
method if it has one of the required security roles. EJB code can use the EJBContext methods,
isCallerinRole and getCallerPrincipal. Use the Java EE role-based access control to protect valuable
business data from access by unauthorized users through the Internet and the intranet. Refer to
\web applications using an assembly tool} and [Securing enterprise bean applications]

Role-based security

WebSphere Application Server extends the security, role-based access control to administrative resources
including the JMX system management subsystem, user registries, and Java Naming and Directory
Interface (JNDI) name space. WebSphere administrative subsystem defines four administrative security
roles:

Monitor role
A monitor can view the configuration information and status but cannot make any changes.

Operator role
An operator can trigger run-time state changes, such as start an application server or stop an
application but cannot make configuration changes.

Configurator role
A configurator can modify the configuration information but cannot change the state of the runtime.

Administrator role
An operator as well as a configurator, which additionally can modify sensitive security configuration
and security policy such as setting server IDs and passwords, enable or disable administrative
security and Java 2 security, and map users and groups to the administrator role.

iscadmins
The iscadmins role has administrator privileges for managing users and groups from within the
administrative console only.

WebSphere Application Server defines two additional roles that are available when you use wsadmin
scripting only.

Deployer
A deployer can perform both configuration actions and run-time operations on applications.

Adminsecuritymanager
An administrative security manager can map users to administrative roles. Also, when fine grained
admin security is used, users granted this role can manage authorization groups.

Auditor
An auditor can view and modify the configuration settings for the security auditing subsystem.

A user with the configurator role can perform most administrative work including installing new applications
and application servers. Certain configuration tasks exist that a configurator does not have sufficient
authority to do when administrative security is enabled, including modifying a WebSphere Application
Server identity and password, Lightweight Third-Party Authentication (LTPA) password and keys, and
assigning users to administrative security roles. Those sensitive configuration tasks require the
administrative role because the server ID is mapped to the administrator role.

Enable WebSphere Application Server administrative security to protect administrative subsystem integrity.
Application server security can be selectively disabled if no sensitive information is available to protect. For
securing administrative security, refer to [‘Authorizing access to administrative roles” on page 630 and
[Assigning users and groups to roles|
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Java 2 security permissions

WebSphere Application Server uses the Java 2 security model to create a secure environment to run
application code. Java 2 security provides a fine-grained and policy-based access control to protect
system resources such as files, system properties, opening socket connections, loading libraries, and so
on. The Java EE Version 1.4 specification defines a typical set of Java 2 security permissions that web
and EJB components expect to have.

Table 1. Java EE security permissions set for web components. The Java EE security permissions set for web
components are shown in the following table.

Security Permission Target Action
java.lang.RuntimePermission loadLibrary

java.lang.RuntimePermission queuePrintJob

java.net.SocketPermission * connect
java.io.FilePermission * read, write
java.util.PropertyPermission * read

Table 2. Java EE security permissions set for EJB components. The Java EE security permissions set for EJB
components are shown in the following table.

Security Permission Target Action
java.lang.RuntimePermission queuePrintJob

java.net.SocketPermission * connect
java.util.PropertyPermission * read

The WebSphere Application Server Java 2 security default policies are based on the Java EE Version 1.4
specification. The specification grants web components read and write file access permission to any file in
the file system, which might be too broad. The WebSphere Application Server default policy gives web
components read and write permission to the subdirectory and the subtree where the web module is
installed. The default Java 2 security policies for all Java virtual machines and WebSphere Application
Server processes are contained in the following policy files:

${java.home}/jre/1ib/security/java.policy
This file is used as the default policy for the Java virtual machine (JVM).

${USER_INSTALL_ROOT}/properties/server.policy
This file is used as the default policy for all product server processes.

To simplify policy management, WebSphere Application Server policy is based on resource type rather
than code base (location). The following files are the default policy files for a WebSphere Application
Server subsystem. These policy files, which are an extension of the WebSphere Application Server
runtime, are referred to as Service Provider Programming Interfaces (SPI), and shared by multiple Java
EE applications:

. /conﬁg/ce]1s/ceZZ_name/nodes/node_name/sp1' .policy
This file is used for embedded resources defined in the resources.xml file, such as the Java Message
Service (JMS), JavaMail, and JDBC drivers.

« [profile_rool/config/cells/cell_name/nodes/node_name/1ibrary.policy

This file is used by the shared library that is defined by the WebSphere Application Server
administrative console.

« [profile_rool/config/cel1s/cell_name/nodes/node_name/app.policy
This file is used as the default policy for Java EE applications.

In general, applications do not require more permissions to run than those recommended by the Java EE
specification to be portable among various application servers. However, some applications might require
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more permissions. WebSphere Application Server supports the packaging of a was.policy file with each
application to grant extra permissions to that application.

Attention: Grant extra permissions to an application only after careful consideration because of the
potential of compromising the system integrity.

Loading libraries into WebSphere Application Server does allow applications to leave the Java sandbox.
WebSphere Application Server uses a permission filtering policy file to alert you when an application
installation fails because of additional permission requirements. For example, it is recommended that you
not give the java.lang.RuntimePermission exitVM permission to an application so that application code
cannot terminate WebSphere Application Server.

The filtering policy is defined by the filtermask in the /conﬁg/ce] 1s/cell _name/filter.policy
file. Moreover, WebSphere Application Server also performs run-time permission filtering that is based on
the run-time filtering policy to ensure that application code is not granted a permission that is considered
harmful to system integrity.

Therefore, many applications developed for prior releases of WebSphere Application Server might not be
Java 2 security ready. To quickly migrate those applications to the latest version of WebSphere Application
Server, you might temporarily give those applications the java.security.AllPermission permission in the
was.policy file. Test those applications to ensure that they run in an environment where Java 2 security is
active. For example, identify which extra permissions, if any, are required, and grant only those
permissions to a particular application. Not granting the A11Permission permission to applications can
reduce the risk of compromising system integrity. For more information on migrating applications, refer to
[‘Migrating Java 2 security policy” on page 62

The WebSphere Application Server runtime uses Java 2 security to protect sensitive run-time functions.
Applications that are granted the AT1Permission permission not only have access to sensitive system
resources, but also WebSphere Application Server run-time resources and can potentially cause damage
to both. In cases where an application can be trusted as safe, WebSphere Application Server does support
having Java 2 security disabled on a per application server basis. You can enforce Java 2 security by
default in the administrative console and clear the Java 2 security flag to disable it at the particular
application server.

When you specify the Enable administrative security and Use Java 2 security to restrict application
access to local resources options on the Global security panel of the administrative console, the
information and other sensitive configuration data, are stored in a set of XML configuration files. Both
role-based access control and Java 2 security permission-based access control are employed to protect
the integrity of the configuration data. The example uses configuration data protection to illustrate how
system integrity is maintained.

Attention: The Enable global security option in previous releases of WebSphere Application Server is
the same as the Enable administrative security option in Version 8.5. Also, the Enable Java
2 security option in previous releases is the same as the Use Java 2 security to restrict
application access to local resources option in Version 8.5.

* When Java 2 security is enforced, the application code cannot access the WebSphere Application
Server run-time classes that manage the configuration data unless the code is granted the required
WebSphere Application Server run-time permissions.

* When Java 2 security is enforced, application code cannot access the WebSphere Application Server
configuration XML files unless the code is granted the required file read and write permission.

* The JMX administrative subsystem provides SOAP over HTTP or HTTPS and a RMI/IIOP remote
interface to enable application programs to extract and to modify configuration files and data. When
administrative security is enabled, an application program can modify the WebSphere Application Server
configuration if the application program has presented valid authentication data and the security identity
has the required security roles.
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» If a user can disable Java 2 security, the user can also modify the WebSphere Application Server
configuration, including the WebSphere Application Server security identity and authentication data with
other sensitive data. Only users with the administrator security role can disable Java 2 security.

* Because WebSphere Application Server security identity is given to the administrator role, only users
with the administrator role can disable administrative security, change server IDs and passwords, and
map users and groups to administrative roles, and so on.

Other Runtime resources

Other WebSphere Application Server run-time resources are protected by a similar mechanism, as
described previously. It is very important to enable WebSphere Application Server administrative security
and to use Java 2 security to restrict application access to local resources. Java EE Specification defines
several authentication methods for web components: HTTP Basic Authentication, Form-Based
Authentication, and HTTPS Client Certificate Authentication. When you use client certificate login, it is
more convenient for the browser client if the web resources have integral or confidential data constraint. If
a browser uses HTTP to access the web resource, the web container automatically redirects the browser
to the HTTPS port. The CSIv2 security protocol also supports client certificate authentication. You can also
use SSL client authentication to set up secure communication among a selected set of servers based on a
trust relationship.

If you start from the WebSphere Application Server plug-in at the web server, you can configure SSL
mutual authentication between it and the WebSphere Application Server HTTPS server. When using a
certificate, you can restrict the WebSphere Application Server plug-in to communicate with only the
selected two WebSphere Application Servers as shown in the following figure. Note that you can use
self-signed certificates to reduce administration and cost.

For example, you want to restrict the HTTPS server in WebSphere Application Server A and in WebSphere

Application Server B to accept secure socket connections only from the WebSphere Application Server

plug-in W.

» To complete this task, you can generate three certificates using the IKEYMAN and the certificate
management utilities. Also, you can use certificate W and trust certificate A and B. Configure the HTTPS
server of WebSphere Application Server A to use certificate A and to trust certificate W.

Configure the HTTPS server of WebSphere Application Server B to use certificate B and to trust certificate
W.

Table 3. Trust relationships from example. The trust relationship that is depicted in the previous figure is shown in the
following table.

Server Key Trust
WebSphere Application Server plug-in W A B
WebSphere Application Server A A w
WebSphere Application Server B B w

When WebSphere Application Server is configured to use Lightweight Directory Access Protocol (LDAP)
user registry, you also can configure SSL with mutual authentication between every application server and
the LDAP server with self-signed certificates so that a password is not visible when it is passed from
WebSphere Application Server to the LDAP server.

WebSphere Application Server does not provide a registry configuration or management utility. In addition,

it does not dictate the registry password policy. It is recommended that you use the password policy
recommended by your registry, including the password length and expiration period.

8 Securing applications and their environment




Before securing your WebSphere Application Server environment, determine which versions of WebSphere
Application Server you are using, review the WebSphere Application Server security architecture, and
review each of the following topics:

“Common Secure Interoperability Version 2 features” on page 520
“ldentity assertion to the downstream server” on page 521|

“Selecting an authentication mechanism” on page 339

— |‘Lightweight Third Party Authentication” on page 341|

— [“Trust associations” on page 362

— [*Single sign-on for authentication using LTPA cookies” on page 368|
|“Selectinq a registry or repository” on page 157

— [“Local operating system registries” on page 162|

— |‘Standalone Lightweight Directory Access Protocol registries” on page 335|
|“Java 2 security” on page 73

— [“Java 2 security policy files” on page 78|

|“Java Authentication and Authorization Service” on page 435|
—_|Programmatic login for JAAS|

Java EE connector security|

“Access control exception for Java 2 security” on page 82|

— |“Role-based authorization” on page 569

— [“Administrative roles and naming service authorization” on page 564
[lmplementing a custom authentication provider using JASPI” on page 918§|
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Chapter 2. Securing the Liberty profile and its applications

This information applies generally to all types of applications deployed on the Liberty profile.
About this task

Security in the Liberty profile supports all the Servlet 3.0 security features. In addition, it also secures Java
JMX connections. The following server features are applicable to security in the Liberty profile:

» appSecurity-1.0 enables security for all web resources.
* ss1-1.0 enables SSL connections using HTTPS.
* restConnector-1.0 enables remote access by JMX client through a REST-based connector.

To learn about how security works in the Liberty profile, see|Liberty profile: Security|

There are several security configuration examples under the /templates/config directory of the server
image for reference when configuring security for your applications on the Liberty profile.

Best practice: When you use the developer tools to configure the security on the Liberty profile, make
sure that the configuration created by the tools is similar to the examples in the
${wlp.install.dir}/templates/config directory of the server image. This directory
includes examples of configuring some of the most common security features. If you see
any differences in the configuration created by the developer tools and the examples,
modify the configuration to fit the configuration in the examples for that feature.

Procedure

+ [Use quickStartSecurity for minimal security configuration|

+ [Secure communication with the Liberty profile]

+ [Access secured JMX connector on the Liberty profile]
[Authenticate users in the Liberty profile|

[Authorize access to resources in the Liberty profile]

[Secure a database access application|

+ [Develop extensions to the Liberty profile security infrastructure]

Getting started with security in the Liberty profile

You can use the quickStartSecurity element to quickly enable a simple (one user) security setup for the
Liberty profile.

About this task

This topic goes through the basic steps required to set up a secured Liberty profile server and web
application. Additionally, configuration actions within the Liberty profile are dynamic, which means the
configuration updates take effect without having to restart the server.

Procedure
1. Create and start your server.

s M On Windows systems:

bin\server.bat create MyNewServer
bin\server.bat start MyNewServer

- BT EETITEN TSN ST TS BTSN EESTITEE On all systems other than

Windows systems:
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bin/server create MyNewServer
bin/server start MyNewServer
2. Include the appSecurity-1.0 feature in the server.xml file. The server.xml file is located in the server
directory of myNewServer, for example, wip\usr\servers\myNewServer\server.xml.
<featureManager>
<feature>appSecurity-1.0</feature>
</featureManager>
3. Define the user name and password that is to be granted the Administrator role for server
management activities.

<quickStartSecurity userName="Bob" userPassword="bobpwd" />

Note: Choose a user name and password that are meaningful to you. Never use the name and
password in the example for your applications.

4. Configure the deployment descriptor with the relevant security constraints to protect the web resource.
For example, use <auth-constraint> and <role-name> elements to define a role that is allowed to
access the web resource.

The following example web.xml file shows that access to all the URlIs in the application is protected by
the testing role.

<?xml version="1.0" encoding="UTF-8"?>
<!IDOCTYPE web-app PUBLIC "-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"
"http://java.sun.com/dtd/web-app_2_3.dtd">

<web-app id="myWebApp">

<!-- SERVLET DEFINITIONS -->

<servlet id="Default">
<servlet-name>myWebApp</servlet-name>
<servlet-class>com.web.app.MyWebAppServiet</serviet-class>
<load-on-startup/>

</servlet>

<!-- SERVLET MAPPINGS -->

<servlet-mapping id="ServletMapping Default">
<servlet-name>myWebApp</servlet-name>
<url-pattern>/*</url-pattern>

</servlet-mapping>

<!-- SECURITY ROLES -->
<security-role>

<role-name>testing</role-name>
</security-role>

<!-- SECURITY CONSTRAINTS -->
<security-constraint>
<web-resource-collection>
<url-pattern>/*</url-pattern>
</web-resource-collection>
<auth-constraint>
<role-name>testing</role-name>
</auth-constraint>
</security-constraint>

<!-- AUTHENTICATION METHOD: Basic authentication -->
<login-config>
<auth-method>BASIC</auth-method>
</Togin-config>
</web-app>
5. Configure your application in the server.xml file.
In the following example, the user Bob is mapped to the testing role of the application:
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<application type="war" id="myWebApp" name="myWebApp"
Tocation="${server.config.dir}/apps/myWebApp.war">
<application-bnd>
<security-role name="testing">
<user name="Bob" />
</security-role>
</application-bnd>
</application>
6. Access your application and log in with the user name Bob. The default URL for the myWebApp
application is http://Tocalhost:9080/myWebApp

Results

You have now secured your application.

Liberty profile: Quick overview of security

This topic describes some of common security terms, along with an example which helps you understand
the basic workflow of security in the Liberty profile.

Security key terms

Authorization
The process of determining whether or not to grant a user access to resources within the system
is known as authorization. The Java EE model uses subjects, resources and roles to determine
what should and should not be allowed.

Authentication
The process of confirming the identity of a user is known as authentication. The most common
form of authentication is user name and password, such as through either basic authentication or
form login for web applications. Once a user is authenticated, the source of a request is
represented as a Subject object at the run time.

Resource
Also known as an object, resources are things within the system. A resource can be any
non-active entity, such as a web application.

Role Arole is a logical collection of privileges that can be assigned to a user or group. Some roles are
predefined by the system (such as the Administrator role). Others are defined by the application
developer. In Java EE, subjects are usually granted or denied access to resources based on the
roles they do (or do not) possess.

Subject
A subject is both a general term, as well as a Java object javax.security.auth.Subject.
Generally, the term subject means active entities within the system, such as users on the system,
and even the system process itself.

Security workflow
The following example demonstrates how the security works when a user requests access to a resource.

For example, a user Bob wants to access a servlet myWebApp. See the code samples in[“Getting started|
\with security in the Liberty profile” on page 11

In order to do this, the following conditions must be true:
1. Bob must be able to log into the system because the servlet is protected.

2. Bob must be in the testing role because the servlet is restricted using an auth-constraint element in
the deployment descriptor.
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If Bob cannot log into the system, or Bob is not in the testing role, then the access to the servlet myWebApp
is denied.

Another user Alice can log into the system because Alice is a valid user. But Alice is not in the testing
role. An HTTP 403 error (Access Denied/Forbidden) shows up when Alice logs in.

Setting up BasicRegistry and role mapping on the Liberty profile

You can configure the Liberty profile to authenticate and authorize users using a basic user registry.
Before you begin

The server feature appSecurity-1.0 must be enabled in the server.xml file of the Liberty profile.
About this task

This topic goes through the steps to set up a basic user registry and configure more role mapping in the
server.xml file for a Liberty profile server.

Procedure

1. Configure the basic registry as follows. Make sure to use a user name and password that are
meaningful to you. Never use the name and password in the example for your applications.
<basicRegistry id="basic" realm="WebRealm">

<user name="Bob" password="bobpwd" />
</basicRegistry>

2. Optional: Grant the user with the Administrator role if the user is used to perform remote system
management activities. This step is done automatically when |using quickStartSecurity element

<administrator-role>
<user>Bob</user>
</administrator-role>

3. Encode the password within the configuration. You can get the encoded value by using the
isecurityUtility encode] task.

4. Add additional users. Make sure each user name is unique.

<basicRegistry id="basic" realm="WebRealm">
<user name="Bob" password="bobpwd" />
<user name="userl" password="userlpwd" />
<user name="user2" password="user2pwd" />
</basicRegistry>
5. Create groups for users. Make sure each group name must be unique.
<basicRegistry id="basic" realm="WebRealm">
<user name="Bob" password="bobpwd" />

<user name="userl" password="userlpwd" />
<user name="user2" password="user2pwd" />

<group name="myAdmins">
<member name="Bob" />
<member name="userl" />
</group>

<group name="users">
<member name="userl" />
<member name="user2" />
</group>
</basicRegistry>

6. Assign a user group to the Administrator role.
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<administrator-role>
<user>Bob</user>
<group>myAdmins</group>

</administrator-role>

7. Assign some users and groups to the testing role of an application.

<application type="war" id="myWebApp" name="myWebApp"
location="${server.config.dir}/apps/myWebApp.war">
<application-bnd>
<security-role name="tesing">
<user name="Bob" />
<user name="userl" />
<group name="users" />
</security-role>
</application-bnd>
</application>

What to do next

Configure security related elements in the deployment descriptor of your application. See [‘Getting started
\with security in the Liberty profile” on page 11|for a sample web.xml file.

Securing communications with the Liberty profile

You can configure the Liberty profile server to provide secure communications between a client and the
server.

About this task

To configure secure communications, you can either specify a|minimal SSL configuration| or ja detailed SSL|
in the server.xml file. The minimal configuration only requires the SSL feature and a

keystore entry to be specified. In the samples directory of the Liberty profile, there is an ss1Config.xml file
that contains several examples of SSL configurations.

The following topics are covered in this section:

Procedure

« [Enable SSL communications between a client and a Liberty profile server|

« Optional: [Create a keystore from the command prompf

« Optional: [Encode passwords from the command prompf

« Optional: [Configure client certificate authentication between your application and the Liberty profile]

|serve!|

Enabling SSL communication for the Liberty profile

To enable SSL communication for the Liberty profile, there is a minimal set of SSL configuration options. It
assumes most of the SSL options and only requires some keystore configuration information.

About this task

SSL client authentication occurs during the connection handshake using SSL certificates. The SSL
handshake is a series of messages that are exchanged over the SSL protocol to negotiate for
connection-specific protection. During the handshake, the secure server requests that the client send back
a certificate or certificate chain for the authentication. To do this, you add the ss1-1.0 server feature to the
server.xml file, along with code that tells the server the keystore information for authentication.
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Procedure
1. Enable the appSecurity-1.0 and ss1-1.0 server features in the server.xml file.

<featureManager>
<feature>appSecurity-1.0</feature>
<feature>ss1-1.0</feature>
</featureManager>
2. Add the keystore service object entry to the server.xml file. The keyStore element is called
defaultKeyStore and contains the keystore password. The password can be entered in clear text or
encoded. The |securityUtility encode| option can be used to encode the password.

<keyStore id="defaultKeyStore" password="yourPassword" />

Avoid trouble: When using the developer tools to create a minimal SSL configuration, make sure to
enter defaultKeyStore in the id field and a password. Otherwise, the SSL
configuration fails and the services using this configuration fails to start. For example,
if the httpEndpoint element is using this SSL configuration, the HTTPS port doesn't
start.

In this configuration the keystore type is JKS. You can create this default keystore using the

lsecurityUtility createSSL Certificate| option, the server creates the keystore for you if it does not exist

during SSL initialization. The password must be at least 6 characters long. The type of the keystore is

JKS by default. Keystore of other types can also be specified in the minimal SSL configuration if the

keystore file is already created. Only JKS keystore files are created by the server if the keystore file

does not exist. The certificate has a validity period of 365 days, the CN value of the subjectDN is the
hostname of the machine where the server is running, and the signature algorithm of the certificate is

SHA1 with RSA.

The single keystore entry for a minimal SSL configuration can be extended to include the location and
type as well.

<keyStore id="defaultKeyStore" Tlocation="myKeyStore.pl2" password="yourPassword" type="PKCS12"/>

The location parameter can be an absolute path to the keystore file. If it is an absolute path, then the
keystore file is assumed to have been already created. Keystore of other types can also be specified in
the minimal SSL configuration as long as the keystore file is already created. When the minimal SSL
configuration is used, the SSL configuration defaults are used to create the SSL context for an SSL
handshake. The configuration protocol is SSL_TLS by default. The HIGH ciphers, 128 bit and higher
cipher suites can be used.

Liberty profile: SSL configuration attributes
SSL configurations contain attributes that you use to control the behavior of the server SSL transport layer
on a Liberty profile. This document iterates all the settings available for an SSL configuration.

SSL Feature

To enable SSL on a server, the SSL feature must be included in the server.xml file:
<featureManager>
<feature>ss1-1.0</feature>
</featureManager>
SSL Default

You can have multiple SSL configurations configured. If more than one is configured, then the default SSL
configuration must be specified in the server.xml file using the ss1Default service configuration.
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Table 4. Attribute of the SSLDefault element. This table describes the attribute of the SSLDefault element.

Attribute

Description

Default Value

ss1Ref

The ss1Ref attribute specifies the
SSL configuration to be used as the
default. If this attribute is not
specified, then the value used is
defaultSSLSettings.

The default SSL Configuration name
is defaultSSLSettings.

In the server.xml file, the entry looks like this:
<ss1Default ss1Ref="mySSLSettings" />

SSL Configuration

You use the SSL configuration attributes to customize the SSL environment to suit your needs. These
attributes can be set on the ss1 service configuration element in the server.xml file.

Table 5. Attributes of the SSL element. This table describes the attributes of the ssl element.

Attribute Description Default Value
id The id attribute assigns a unique No default value; a unique name
name to the SSL configuration object. | must be specified.
keyStoreRef The keyStoreRef attribute names the | No default value; a keystore
keystore service object that defines reference must be specified.
the SSL configurations keystore. The
keystore holds the key needed to
make an SSL connection.
trustStoreRef The trustStoreRef attribute names trustStoreRef is an optional attribute

the keystore service object that
defines the SSL configurations
truststore. The truststore holds
certificates needed for signing

verification.

if the reference is missing. The
keystore specified by keyStoreRef is
used.

clientAuthentication

The clientAuthentication attribute
determines whether SSL client
authentication is required.

Default value is false.

clientAuthenticationSupported

The clientAuthenticationSupported
attribute determines whether SSL
client authentication is supported. The
client does not have to supply a client
certificate. If the clientAuthentication
attribute is set to true, the value of the
clientAuthenticationSupported
attribute is overwritten.

Default value is false.

ss1Protocol

The ss1Protocol attribute defines the
SSL handshake protocol. The protocol
can be SDK dependent, so if
modifying the protocol make sure the
value is supported by the SDK you are
running under.

Default value is SSL_TLS.
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Table 5. Attributes of the SSL element (continued). This table describes the attributes of the ssl element.

Attribute

Description

Default Value

securitylLevel

The securityLevel attribute
determines the cipher suite group to
be used by the SSL handshake. The
attribute has one of the following
values:

* HIGH (128-bit ciphers and higher)
* MEDIUM (40-bit ciphers)

» WEAK (for all ciphers without
encryption)

» CUSTOM (if the cipher suite group is
customized).

When you set the enableCiphers
attribute with a specific list of ciphers,
the system ignores this attribute.

Default value is HIGH.

enableCiphers

The enableCiphers attribute is used to
specify a unique list of cipher suites.
Separate each cipher suite in the list
with a space. If the enableCiphers
attribute is set then the securityLevel
attribute is ignored

No default value.

serverKeyAlias

The serverKeyAlias attribute names
the key in the keystore to be used as
the SSL configurations key. This
attribute is only needed if the keystore
has more than one key entry in it. If
the keystore has more than one key
entry and this attribute does not
specify a key, then the JSSE picks a
key.

No default value.

clientKeyAlias

The clientKeyAliasattribute names
the key in the keystore to be used as
the key for SSL configuration when
clientAuthentication is enabled. The
attribute is only required if the keystore
contains more than one key entry.

No default value.

Note:

* The key manager is used by the SSL Handshake to determine what certificate alias to use. The
key manager is not configured in the server.xml file, it is retrieved from the security property
ss1.KeyManagerFactory.algorithm of the SDK.

» The trust manager is used by the SSL handshake to make trust decisions. The trust manager is

not configured in the server.xml file, it is retrieved from the security property
ss1.TrustManagerFactory.algorithm of the SDK.

Here is an example of how the ss1 element is configured in theserver.xml file:

<l-- Simple ssl configuration service object. This assumes there is a keystore object named -->
<l-- defaultKeyStore and a truststore object named defaultTrustStore in the server.xml file. -->

<ss1 id="myDefaultSSLConfig"

keyStoreRef="defaultKeyStore"
trustStoreRef="defaultTrustStore" />
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<l-- A ssl configuration service object that enabled clientAuthentication -->
<l-- and specifies the TLS protocol be used. -->
<ss1 id="myDefaultSSLConfig"
keyStoreRef="defaultKeyStore"
trustStoreRef="defaultTrustStore"
clientAuthentication="true"
ss1Protocol="TLS" />

<!l-- A ssl configuration service object that names the serverKeyAlias to be use by the handshake. -->
<l-- This assumes there is a certificate called "default" in the keystore defined by keyStoreRef. -->
<ss1 id="myDefaultSSLConfig"
keyStoreRef="defaultKeyStore"
serverKeyAlias="default" />

Keystore Configuration

The keystore configuration consists of the attributes needed to load a keystore. These attribute can be set
on the keystore service configuration in the server.xml file.

Table 6. Attributes of the keystore element. This table explains the attributes of keystore element.

Attribute Description Default Value

id The id attribute defines a unique No default value, a unique name
identifier of the keystore object. must be specified.

location The Tocation attribute specifies the In the [SSL minimal configuration| the
keystore file name. The value can location of the file is assumed to be

include the absolute path to the file. If |§{server.config.dir}/resources/
the absolute path is not provided, then |security/key.jks.

the code looks for the file in the
${server.config.dir}/resources/
security directory.

type The type attribute specifies the type of | Default value is jks.
the keystore. Check that the keystore
type that you specify is supported by
the SDK you are running on.

password The password attribute specifies the Must be provided.
password used to load the keystore
file. The password can be stored
either in clear text or encoded. For
information about how to encode the
password, see the

option.

provider The provider attributes specifies the | By default no provider is specified.
provider to be used to load the
keystore. Some keystore types
required a provider other then the SDK
default.

fileBased The fileBased attribute specifies Default value is true.
whether or not the keystore is
file-based.

Here is an example of how the keystore element is configured in the server.xml file:

<l-- A keystore object called defaultKeyStore provides a location, -->
<l-- type, and password. The MyKeyStoreFile.jks file is assumed -->
<l-- to be Tocated in ${server.config.dir}/resources/security -->
keyStore id="defaultKeyStore"
location="MyKeyStoreFile.jks"
type="JKS" password="myPassword" />
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Full SSL Configuration Example

Here is an example of a full SSL configuration in the server.xml file. This example has the following SSL
configurations:

e defaultSSLSettings
e mySSLSettings

By default, the SSL configuration is set to defaultSSLSettings.

<featureManager>
<feature>ss1-1.0</feature>
</featureManager>

<!-- default SSL configuration is defaultSSLSettings ->
<ss1Default ss1Ref="defaultSSLSettings" />
<ssl id="defaultSSLSettings"
keyStoreRef="defaultKeyStore"
trustStoreRef="defaultTrustStore"
clientAuthenticationSupported="true" />
<keyStore id="defaultKeyStore"
location="key.jks"
type="JKS" password="defaultPWD" />
<keyStore id="defaultTrustStore"
location="trust.jks"
type="JKS" password="defaultPWD" />

<ss1 id="mySSLSettings"
keyStoreRef="myKeyStore"
trustStoreRef="myTrustStore"
clientAuthentication="true" />
<keyStore id="LDAPKeyStore"
location="${server.config.dir}/myKey.p12"
type="PKCS12"
password="{xor}CDo9Hgw=" />
<keyStore id="LDAPTrustStore"
location="${server.config.dir}/myTrust.pl2"
type="PKCS12"
password="{xor}CDo9Hgw=" />

Creating SSL certificates for your Liberty profile using the Utilities
menu
Using the Liberty profile Utilities menu in the developer tools, you can create an SSL certificate.

Procedure
1. In the Servers view, right-click your Liberty server profile, and select Utilities > Create SSL
Certificate....

2. On the Create SSL Certificate page, you can create a default secure socket layer (SSL) certificate to
use with your server.

a. In the Keystore password field, type a password for your SSL certificate.

b. Click the Specify validity period (days) field, and specify the number of days you want the
certificate to be valid for. Minimum length of time is 365 days.

c. Click the Specify subject (DN): field, and provide a value for your SSL subject.
3. Click Finish.
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Creating SSL certificates from the command prompt

You can use the securityUtility command to create a default SSL certificate for use by the Liberty
profile configuration.

Procedure
1. Open a command prompt, then change directory to the wip directory.
2. Create an SSL certificate.

Run the following command. If you do not specify a server name or a password, the command does
not run. See |“Liber’(y profile: securityUtility command.”l

bin/securityUtility createSSLCertificate --server server_name --password your password

Results

You have created a default keystore key.jks for the specified server. The keystore file is located under the
/resources/security directory of the specified server. If a default keystore already exists, the command
does not execute successfully.

What to do next

You can configure your server to use the keystore and enable the SSL in the server configuration by
adding the following lines to the server configuration file:

<featureManager>
<feature>ss1-1.0</feature>
</featureManager>

<keyStore id="defaultKeyStore" password="keystore password" />

See |“Enab|ing SSL communication for the Liberty profile” on page 15.|

Liberty profile: securityUtility command
The securityUtility command supports plain text encryption and SSL certificate creation for a Liberty
profile.

Syntax

The command syntax is as follows:
securityUtility task [options]

where the options are different based on the value of task.
Parameters

The following tasks are available for the securityUtility command:

encode
Encodes the provided text using Base64 encryption. If no arguments are specified , the command
enters interactive mode. Otherwise, the provided text is encoded. Text with spaces must be put in
quotation marks if specified as an argument.

createSSLCertificate
Creates a default SSL certificate for use in server configuration. Generated keystore file key. js is
placed under /resources/security directory of the server specified in --server name. The key
algorithm is RSA and signature algorithm is SHA1 with RSA. For more control over the certificate
creation, use keytool directly.

The arguments are:
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--server=name
Specifies the name of the Liberty profile server for keystore creation. This option is
required.

--password=passwd
Specifies the password to be used in the keystore, which must be at least 6 characters in
length. This option is required.

--validity=days
Specifies the number of days that the certificate is valid, which must be equal to or greater
than 365. The default value is 365. This option is optional.

--subject=DN
Specifies the Domain Name (DN) for the certificate subject and issuer. The default value is
CN=TocaTlhost,0=ibm,C=us. This option is optional.

help  Prints help information for specified task.
Usage

The following examples demonstrate correct syntax:

securityUtility encode GiveMelLiberty
securityUtility createSSLCertificate --server=myserver --password=mypassword --validity=365 --subject=CN=mycompany,
securityUtility help createSSLCertificate

Configuring your web application and server for client certificate
authentication
You can configure your web application on the Liberty profile using SSL client authentication.

Before you begin

This topic assumes that you have already created the SSL certificates, for example as described in
[‘Creating SSL certificates from the command prompt” on page 21|

About this task

Client certificate authentication occurs if the server side requests that the client side send a certificate. A
Websphere server can be configured for client certificate authentication on the SSL configuration. To do
this, you add the ss1-1.0 server feature to the server.xml file, along with code that tells the server the
keystore information for authentication.

For details of which aspects of SSL are supported, see|Liberty profile: Server featuresl

Procedure

1. Ensure that the deployment descriptor for your web application is specified with<auth-method>CLIENT-
CERT</auth-method>

Note: Typically, you would use a tool such as Rational® Application Developer to create the
deployment descriptor.

2. Optional: Generate an SSL certificate using the command prompt. See f‘Liberty profile: securityUtiIity|
fcommand” on page 21|

3. Configure your server to enable SSL client authentication by adding the following lines to the
server.xml file:

<featureManager>
<feature>ss1-1.0</feature>
<featureManager>
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<ssl id="defaultSSLSettings" keyStoreRef="defaultKeyStore"
trustStoreRef="defaultTrustStore" clientAuthenticationSupported="true" />
<keyStore id="defaultKeyStore" location="key.jks" type="JKS" password="defaultPwD" />
<keyStore id="defaultTrustStore" Tocation="trust.jks" type="JKS" password="defaultPWD" />
» If you specify clientAuthentication="true", the server requests that a client send a certificate.
However, if the client does not have a certificate, or the certificate is not trusted by the server, the
handshake does not succeed.
 If you specify clientAuthenticationSupported="true", the server requests that a client send a
certificate. However, if the client does not have a certificate, or the certificate is not trusted by the
server, the handshake might still succeed.
 If you do not specify either clientAuthentication or clientAuthenticationSupported, or you
specify clientAuthentication="false" or clientAuthenticationSupported="false", the server does
not request that a client send a certificate during the handshake.
4. Add a client certificate to your browser. See the documentation of your browser for adding client
certificates.
5. Make sure the server trusts any client certificates that are used.
6. Make sure any client certificates used for client authentication are mapped to a user identity in your
registry.
» For the basic registry, the user identity is the common name (CN) from the distinguished name (DN)
of the certificate.
» For a Lightweight Directory Access Protocol (LDAP) registry, the DN from the client certificate must
be in the LDAP registry.
7. To fall back to basic authentication (user ID and password only) if client certificate authentication does
not succeed, add the following line to your server.xml file.
<webAppSecurity allowFailOverToBasicAuth="true" />

Note: If you specify alTowFailOverToBasicAuth="false" or do not specify allowFailOvertoBasicAuth,
and the client certificate authentication does not succeed, the request generates a 403
Authentication error message and the client is not prompted for basic authentication.

Authenticating users in the Liberty profile

The Liberty profile server uses a user registry to authenticate a user and retrieve information about users
and groups to perform security-related operations, including authentication and authorization.

About this task

To learn about how authentication works in the Liberty profile, see [Liberty profile: Authentication]

The authentication tasks that you can configure might vary depending on your requirements. Unless you
have used [the quickStartSecurity element| that can configure only one user, you can configure the user
registry at the least . You do not have to configure the values for JAAS, authentication Cache and SSO
tasks unless you want to change the default values. Configure TAI configuration only when you have an
implementation of TAl interface to handle authentication.

You can complete one or more of the following authentication tasks:

Procedure

« [Configure authentication cache on the Liberty profile

« [Configure a custom JAAS login module for the Liberty profile|
« [Configure SSO on the Liberty profile]

« [Configure a user registry for the Liberty profile|

[Configure RunAS authentication in the Liberty profile]
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« [Configure TAI for the Liberty profile|

Configuring a user registry for the Liberty profile

You can store user and group information for authentication in several types of registry. For example you
can use a basic user registry, or an LDAP registry.

Procedure
+ |Configure a basic user registry for the Liberty profile|
* |Configure an LDAP user registry for the Liberty profilel

Configuring a basic user registry for the Liberty profile
You can configure a basic user registry in the Liberty profile for authentication.

About this task

You can use a basic user registry by defining the users and groups information for authentication on the
Liberty profile server. To do this, you add the appSecurity-1.0 server feature to the server.xml file, along
with user information in the basicRegistry element.

Procedure
1. Add the appSecurity-1.0 server feature to the server.xml file.

2. Optional: To use SSL, add the ss1-1.0 server feature in the server.xml file. See [‘Enabling SS
fcommunication for the Liberty profile” on page 15.

3. Configure the basic registry for the server as follows:

<basicRegistry id="basic" realm="customRealm">
<user name="mlee" password="p@sswOrd" />
<user name="rkumar" password="pa$$wOrd" />
<user name="gjones" password="{xor}Lz4sLCgwLTs=" />
<group name="students">
<member name="mlee" />
<member name="rkumar" />
</group>
</basicRegistry>

Notes:
* You must use unique names for your users and groups.
* You should remove all trailing and leading spaces from the user and group names.

» If you use the Liberty profile developer tools, the password is encoded for you automatically.
If you edit the server.xml file directly, you can use the securityUtility encode command
to encode the password for each user. The securityUtility command-line tool is available
in the $INSTALL_ROOT/bin directory. When you run the securityUtility encode command,
you either supply the password to encode as an input from the command line or, if no
arguments are specified, the tool prompts you for the password. The tool then outputs the
encoded value. Copy the value output by the tool, and use that value for the password. For
example, to encode the password GiveMeLiberty, run the following command:
securityUtility encode GiveMelLiberty

* A more complete sample configuration of the basic registry is available in file
${wlp.install.dir}/templates/config/basicRegistry.xml.

Configuring an LDAP user registry with the Liberty profile
You can configure a Lightweight Directory Access Protocol (LDAP) server with the Liberty profile for
authentication.
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Before you begin

Ensure your LDAP server is up and running, and that the host name and port number of the LDAP server

are already in your known list.

About this task

You can use an existing LDAP server for application authentication on the Liberty profile. To do this, you

add the appSecurity-1.0 server feature to the server.xml file, and specify in the server.xml file the
configuration information for connecting to the LDAP server.

Avoid trouble: You can refer to the sample LDAP configuration TdapRegistry.xml file in the

${wlp.install.dir}/templates/config directory, and make sure the configuration in your

server.xml file is similar to the one in the sample file.
Note: There is no support of certificate filter for LDAP.

Procedure
1. Add the appSecurity-1.0 server feature to the server.xml file.

2. Optional: To communicate with an SSL-enabled LDAP server , add the ss1-1.0 server feature in the

server.xml file.

3. Optional: Copy the truststore to the server configuration directory (for example, by using the
${server.config.dir} variable).

For SSL communication with an LDAP server to succeed, the Signer certificate for the LDAP server

must be added to the truststore that is referenced by the ss1Alias attribute of the <1dapRegistry>
element. In the following examples, the Signer certificate must be added to the
LdapSSLTrustStore. jks.

4. Configure the LDAP entry for the server.

If you do not need SSL for the LDAP server, remove all SSL and keystore related lines from the
following examples.

You configure the LDAP server in the server.xml file or using the Liberty profile developer tools. For

sample configuration of other LDAP server, refer to the ${wlp.install.dir}/templates/config/
1dapRegistry.xml file.

* For IBM Directory Server:

<ldapRegistry id="1dap" realm="SampleLdapIDSRealm"
host="1dapserver.mycity.mycompany.com" port="389" ingnoreCase="true"
baseDN="o=mycompany,c=us"
userFilter="(&amp;amp; (uid=%v) (objectclass=ePerson))"
groupFilter="(&amp;amp; (cn=%v) (| (objectclass=groupOfNames)

(objectclass=group0fUniqueNames) (objectclass=group0fURLs)))"
userIdMap="+:uid"
groupIdMap="+:cn"
groupMemberIdMap="mycompany-allGroups:member;mycompany-allGroups:uniqueMember;
groupOfNames :member;group0fUniqueNames:uniqueMember"

1dapType="IBM Tivoli Directory Server"
ss1EnabTed="true"
ss1Ref="LDAPSSLSettings">

</1dapRegistry>

<ss1Default ssTRef="LDAPSSLSettings" />
<ss1 id="LDAPSSLSettings" keyStoreRef="LDAPKeyStore" trustStoreRef="LDAPTrustStore" />

<keyStore id="LDAPKeyStore" Tocation="${server.config.dir}/LdapSSLKeyStore.jks"
type="JKS" password="{xor}CDo9Hgw=" />

<keyStore id="LDAPTrustStore" location="$§{server.config.dir}/LdapSSLTrustStore.jks"
type="JKS" password="{xor}CDo9Hgw=" />

» For Microsoft Active Directory Server:
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<ldapRegistry id="1dap" realm="SamplelLdapADRealm"
host="1dapserver.mycity.mycompany.com" port="389" ignoreCase="true"
baseDN="cn=users,dc=adtest,dc=mycity,dc=mycompany,dc=com"
bindDN="cn=testuser,cn=users,dc=adtest,dc=mycity,dc=mycompany,dc=com"
bindPassword="testuserpwd"
userFilter="(&amp; (sAMAccountName=%v) (objectcategory=user))"
groupFilter="(&amp; (cn=%v) (objectcategory=group))"
userIdMap="user:sAMAccountName"
groupIdMap="=*:cn"
groupMemberIdMap="memberof:member"
1dapType="Microsoft Active Directory"
ss1Enabled="true"
ssTRef="LDAPSSLSettings">

</1dapRegistry>

<ss1Default ss1Ref="LDAPSSLSettings" />
<ss1 id="LDAPSSLSettings" keyStoreRef="LDAPKeyStore" trustStoreRef="LDAPTrustStore" />

<keyStore id="LDAPKeyStore" Tocation="${server.config.dir}/LdapSSLKeyStore.jks"
type="JKS" password="{xor}CDo9Hgw=" />

<keyStore id="LDAPTrustStore" location="${server.config.dir}/LdapSSLTrustStore.jks"
type="JKS" password="{xor}CDo9Hgw=" />

If you use the Liberty profile developer tools, the bindPassword password is encoded for you
automatically. If you edit the server.xml file directly, you can use the securityUtility encode
command to encode the bindPassword password for you. The securityUtility command-line tool is
available in the $INSTALL_ROOT/bin directory. When you run the securityUtility encode command,
you either supply the password to encode as an input from the command line or, if no arguments are
specified, the tool prompts you for the password. The tool then outputs the encoded value. Copy the
value output by the tool, and use that value for the bindPassword password.

5. Optional: Configure failover for multiple LDAP servers.

<ldapRegistry id="LDAP" realm="SampleLdapIDSRealm"
host="1dapserverl.mycity.mycompany.com" port="389" ignoreCase="true"
baseDN="o=ibm,c=us" T1dapType="IBM Tivoli Directory Server" idsFilters="ibm_dir_server">
<failoverServers name="failoverLdapServersGroupl">
<server host="1dapserver2.mycity.mycompany.com" port="389" />
<server host="1dapserver3.mycity.mycompany.com" port="389" />
</failoverServers>
<failoverServers name="failoverLdapServersGroup2">
<server host="1dapserver4.mycity.mycompany.com" port="389" />
</failoverServers>
</1dapRegistry>

<idsLdapFilterProperties id="ibm dir_server"
userFilter="(&amp; (uid=%v) (objectclass=ePerson))"
groupFilter="(&amp; (cn=%v) (| (objectclass=groupOfNames)
(objectclass=group0fUniqueNames) (objectclass=groupOfURLs)))"
userIdMap="+:uid" groupIdMap="+:cn"
groupMemberIdMap="1ibm-allGroups:member;ibm-allGroups:uniqueMember;
groupOfNames :member;groupOfUniqueNames:uniqueMember">
</idsLdapFilterProperties>

For more information about the 1dapRegistry and failoverServers elements, see|Liberty profile;
[Configuration elements in the server.xml filel

Configuring the authentication cache on the Liberty profile
This topic describes how to modify the way that authenticated users are cached on the Liberty profile.

About this task

Because the creation of a subject is relatively expensive, the Liberty profile provides an authentication
cache to store a subject after an authentication of a user is successful. The cache is initialized with a
certain number of entries, determined by the initialSize attribute, and has a maximum number of entries,
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determined by the maxSize attribute. If the maximum size is reached, then the least recently used entries
are removed from the cache. Also, if a user has been inactive for more than a certain time period
determined by the timeout attribute, then the entry for that user is removed from the cache. By default, the
cache size is initialized to 50 entries and a maximum of 25000 entries with a timeout of 600 seconds.

You do not have to configure the values for the authCache element unless you want to change the default
values of the authentication cache.

See|Authentication Cache]|for more detail.

Note:

* Any changes to the user registry configuration in server.xml file will clear the authentication
cache. However, if changes are done to an external user registry (LDAP, for example), the
authentication cache is not impacted

* You must consider the following effects of the timeout value on your configuration:

— Larger authentication cache timeout values can increase the security risk. For example, you
might revoke a user in the user registry or repository. However, the revoked user can log in
using the credential that is cached in the authentication cache until the cache is refreshed.

— Smaller authentication cache timeout values can affect performance. When this value is
smaller, the Liberty profile server accesses the user registry or repository more frequently.

— Larger numbers of entries in the authentication cache, which is due to an increased number
of users, increases the memory usage by the authentication cache. Thus, the application
server might slow down and affect performance.

Procedure
1. Enable the appSecurity-1.0 server feature in the server.xml file.

<featureManager>
<feature>appSecurity-1.0</feature>
</featureManager>
2. If you want to change the default options for the authentication cache, add the authCache element to
the server.xml file. In the following example, the initial size of the authentication cache is changed to
100 entries with a maximum of 50000 entries, and the timeout is changed to 15 minutes.

<authCache initialSize="100" maxSize="50000" timeout="15m"/>

Note: If you want to disable the authentication cache, set the attribute cachEnabled to false in the
authentication element as follows:
<authentication id="Basic" cacheEnabled="false" />
For more information on the authCache and authentication elements, see|Liberty profile: Configuration|
[elements in the server.xml file]

Configuring a JAAS custom login module for the Liberty profile

You can configure a custom Java Authentication and Authorization Service (JAAS) login module before or
after the Liberty profile server login module.

Before you begin
This topic assumes that you have a JAR file containing the JAAS custom login module, which implements

the javax.security.auth.spi.LoginModule interface and uses hashtable, callbacks or shared state variables
provided by the Liberty profile server to pass authentication data to the system login module.
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About this task

You can use a custom login module to either make additional authentication decisions, or add information
to the Subject to make finer-grained authorization decisions inside your application. See |[JAAS

[configuration| and [JAAS login modules|for a more detailed overview.

You can also use the developer tools to configure a custom JAAS login module. See [‘Configuring JAAS|

fon the Liberty profile using developer tools.”|

See also [‘Developing JAAS custom login modules for a system login configuration” on page 41|

Procedure

1. Enable the appSecurity-1.0 server feature in the server.xml file.

2. Create a class com.ibm.ws.security.authentication.modules.CustomLoginModule that implements the
LoginModule interface and package it into the CustomLoginModule. jar file.

3. Create a library element that uses a fileset element indicating where the CustomLoginModule.jar
file is. In this example, the libraryid is customLoginLib.

4. Create a jaasLoginModule element. In this example, the id is custom. Configure the custom login
module to require a successful authentication by setting the controlFlag attribute to REQUIRED. Set
the TibraryRef attribute to customLoginLib, the id of the Tibrary element configured in the previous
step. This login module also has two options: UserRegistry is Tdap and mapToUser is userl.

5. Create a jaasLogincontextEntry element with an id and name of the system-defined JAAS

configuration: system_WEB_INBOUND (you can also set this to system.DEFAULT, WSLogin or your
own JAAS configuration). On the ToginModuleRef attribute, add custom, the id of the jaasLoginModule
element created in the previous step. Putting this id first in the list means that it is the first JAAS login
module to be called. You must also list the other default login modules: hashtable,
userNameAndPassword, certificate and token.

See the following server.xml file as an example:

<featureManager>
<feature>appSecurity-1.0</feature>
</featureManager>

<jaasLoginContextEntry id="system.WEB_INBOUND" name="system.WEB_INBOUND"
ToginModuleRef="custom, hashtable, userNameAndPassword, certificate, token" />

<jaasLoginModule id="custom"
className="com.ibm.ws.security.authentication.modules.CustomLoginModule"
controlFlag="REQUIRED" TibraryRef="customLoginLib">
<options userRegistry="1dap" mapToUser="userl"/>
</jaasLoginModule>

<library id="customLoginLib">
<fileset dir="§{server.config.dir}" includes="CustomLoginModule.jar"/>
</library>

Note: The option name cannot start with a period (.), config., or service. Also, the property name 1id
or ID is not allowed.

For more information on the jaasLoginContextEntry, jaasLoginModule, options and Tibrary elements,

see [Liberty profile: Configuration elements in the server.xml file}

Configuring JAAS on the Liberty profile using developer tools

You can configure a JAAS configuration (system.WEB_INBOUND) with a custom login module for the
Liberty profile by editing the configuration. You do not need to configure JAAS unless you want to
customize it.
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