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Preface

Keeping your skills current in today's world is becoming increasingly challenging. There are too many new technologies being developed, and little time to learn them all. The DB2® on Campus Book Series has been developed to minimize the time and effort required to learn many of these new technologies.

Who should read this book?

This book is intended for anyone who needs to learn the fundamentals of data modeling using IBM InfoSphere® Data Architect, an Eclipse-based tool that can help you create data models for various data servers. By using the IBM InfoSphere Data Architect interface, you can design and deploy data models to a number of environments, and you can even integrate it with other Eclipse-based products.

How is this book structured?

The book is structured as follows:

- **Chapter 1** introduces you to IBM InfoSphere Data Architect and gets you up and running with the InfoSphere Data Architect workbench (user interface).
- **Chapter 2** introduces you to the basic concepts of data modeling and the project that you will complete as you work through the exercises in the book.
- **Chapters 3, 4, and 5** walk you through the data modeling process:
  - **Chapter 3** teaches you about logical data modeling, and it shows you how to start creating your data models. You learn about entities, attributes, relationships, glossary models, and naming standards.
  - **Chapter 4** helps you get familiar with domain models. In particular, you will learn how to create unique data types that can help you specify what data should be masked to keep personal information private.
  - **Chapter 5** introduces you to physical data modeling. In this chapter, you transform your existing logical data model into a new physical data model, which you will then use to generate a DDL script that you can use to actually deploy the data model.
- **Chapters 6, 7, 8, and 9** acquaint you with the iterative design process:
  - **Chapter 6** walks you through the process of creating reports within IBM InfoSphere Data Architect. You learn how to draft both BIRT and XSLT reports to share with your larger data modeling team.
  - **Chapter 7** describes how reverse-engineering works within the workbench. You learn how to create physical data models from DDL scripts and use
existing database connections so that you can make changes and deploy them to the server.

- Chapter 8 introduces mapping models and how they help you integrate different data models and data sources.
- Chapter 9 covers how to analyze your data models to ensure that they are valid, in order to ensure that they conform to common best practices and design standards or do not cause errors once the models are deployed to the server.
- Chapter 10 describes how IBM InfoSphere Data Architect fits in with the greater data management capabilities from IBM, and how you can integrate this product with other IBM offerings to further design, develop, and manage your data models throughout the entire data life cycle.

Exercises are provided with most chapters. There are also review questions in each chapter to help you learn the material.

A book for the community

This book was created by the community; a community consisting of university professors, students, and professionals (including IBM employees). The online version of this book is released to the community at no-charge. Numerous members of the community from around the world have participated in developing this book, which will also be translated to several languages by the community. If you would like to provide feedback, contribute new material, improve existing material, or help with translating this book to another language, please send an email of your planned contribution to db2univ@ca.ibm.com with the subject “IBM InfoSphere Data Architect book feedback.”

Conventions

Many examples of commands, SQL statements, and code are included throughout the book. Specific keywords are written in uppercase bold. For example: A NULL value represents an unknown state. Commands are shown in lowercase bold. For example: The dir command lists all files and subdirectories on Windows. SQL statements are shown in upper case bold. For example: Use the SELECT statement to retrieve information from a table.

Object names used in our examples are shown in bold italics. For example: The flights table has five columns.

Italics are also used for variable names in the syntax of a command or statement. If the variable name has more than one word, it is joined with an underscore. For example: CREATE TABLE table_name
What’s next?

We recommend that you review the following books in this book series for more details about related topics:

- Getting Started with Eclipse
- Getting Started with DB2 Express-C
- Getting Started with IBM Data Studio for DB2

The following figure shows all the different eBooks in the DB2 on Campus book series available for free at ibm.com/db2/books

The DB2 on Campus book series
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PART I – OVERVIEW AND SETUP
Chapter 1 – Introduction to IBM InfoSphere Data Architect

IBM InfoSphere® Data Architect is an enterprise-level data modeling tool. It is a comprehensive development environment that you can use to model diverse and distributed data assets and also to find and establish relationships between those assets.

In this chapter you will learn about the following concepts:

- What is IBM InfoSphere Data Architect?
- How to use the product
- System requirements
- How to install IBM InfoSphere Data Architect

1.1 What is IBM InfoSphere Data Architect?

Businesses today own vast amount of data and decisions are made based on data. The challenge for IT is clear: provide understanding of the data, improve data quality and consistency, and keep data design aligned with business intent and requirements. IBM InfoSphere Data Architect is a collaborative data design solution that helps you discover, model, relate, and standardize diverse and distributed data assets. Some of the key features and benefits of IBM InfoSphere Data Architect are listed below:

- InfoSphere Data Architect discovers the structure of heterogeneous data sources by examining and analyzing the underlying metadata. Using an established Java Database Connectivity (JDBC) connection to the data sources, InfoSphere Data Architect explores their structures using native queries. With the user interface, users can easily browse through the hierarchy of data elements, facilitating an understanding of detailed properties for every element.
InfoSphere Data Architect can create logical, physical, and domain models for DB2®, Informix®, Oracle, Sybase, Microsoft SQL Server, MySQL, and Teradata. Elements from logical and physical data models can be visually represented in diagrams using Information Engineering (IE) notation. Alternatively, physical data model diagrams can use the Unified Modeling Language (UML) notation. InfoSphere Data Architect enables data professionals to create physical data models from scratch, from logical models using transformation or from the database using reverse-engineering.

IBM InfoSphere Data Architect can also create and work with both logical and physical multidimensional data models. As with logical and physical data models, you can create these models from scratch or reverse-engineer them from existing data sources.

**Note:**
Multidimensional modeling is not covered in this book. If you want to learn more conceptual information about multidimensional modeling visit the IBM InfoSphere Data Architect information center:

- Most development projects are iterative in nature, so it is important to be able to design incrementally and manage changes and their impact seamlessly. InfoSphere Data Architect allows users to do just that. Impact analysis lists all of the dependencies on the selected data elements. Advanced synchronization technology compares two models, model to database or two databases. Changes can then be promoted within and across data models and data sources. Use with Optim™ Database Administrator to manage complex DB2 changes and data migrations without disruption.

- InfoSphere Data Architect enables architects to define and implement standards that increase data quality and enterprise consistency for naming, meaning, values, relationships, privileges, privacy, and traceability. Define standards once and associate them with diverse models and databases. Built-in, extensible, rules-driven analysis verifies compliance to naming, syntax, normalization, and best practices standards for both models and databases.

- Whether you are working on a small team where each member plays multiple roles or in a large distributed team with clearer delineation of responsibilities, you can use InfoSphere Data Architect as plug-in function to a shared Eclipse instance or share artifacts through standard configuration management repositories like Rational® Clear Case or Concurrent Versions System (CVS).
1.2 System requirements

Make sure that your computer meets the system requirements before you install IBM InfoSphere Data Architect V7.5.3. You can find the system requirements for IBM InfoSphere Data Architect at the following URL:


This document includes hardware, software, and data source requirements.

Note:
If you are extending an existing Eclipse environment, you must use version 3.4.2 of Eclipse and the IBM JDK 1.6 SR 7.

1.3 Obtaining DB2 Express-C

This book uses DB2 Express-C, the free version of DB2, for most exercises. To obtain and install DB2 Express-C:

1. Download DB2 Express-C from ibm.com/db2/express
2. Install DB2 Express-C. You can review videos showing how to do this in db2university.com
3. Set up the SAMPLE database included with DB2 so that you can deploy the data models that you create as a result of this book.

Note:
For more information, refer to the eBook Getting started with DB2 Express-C which is part of this book series.

1.4 Obtaining InfoSphere Data Architect

If you are a student, instructor, or researcher, you can get a free copy of IBM InfoSphere Data Architect through the IBM Academic Initiative. You must be affiliated with a university, and you must meet one of the following criteria:

- You are a student that is studying data architecture
- You are an instructor that is teaching data modeling and architecture
- You want to use the product to conduct research

To learn more about the IBM Academic Initiative, visit the following URL:

To buy IBM InfoSphere Data Architect, visit the product page and click the **Ready to buy** button to download the product from Passport Advantage:


You can find the Passport Advantage® part numbers that you need in the following download document. On this page, select the operating system that you will use to run the product:


If you want to try the product for free for 30 days, you can download a trial of IBM InfoSphere Data Architect from ibm.com. Visit the following URL to download a trial copy of the product:


### 1.5 Installing InfoSphere Data Architect

IBM InfoSphere Data Architect can be installed by using the Launchpad interface, or silently, which means that you create a response file of your chosen installation options, then run that response file. Silent installations are useful for larger installations in which installation must be pushed out to many machines.

This chapter focuses on the installation that uses the Launchpad interface. It assumes you do not have the IBM Installation Manager installed. This means that installing IBM InfoSphere Data Architect starts in the Installation Manager. If you choose to install additional products that also use that release of Installation Manager, you do not need to install Installation Manager again.

**Note:**

As explained in the Data Security, Privacy, and Lifecycle Management information center (http://publib.boulder.ibm.com/infocenter/idm/docv3/index.jsp?topic=/com.ibm.datatools.rd a.install.doc/topics/c_plan_imover.html), IBM Installation Manager is a program for installing, updating, and modifying packages. It helps you manage the IBM applications, or packages, that it installs on your computer. IBM Installation Manager does more than install packages; it helps you keep track of what you have installed, determine what is available for you to install, and organize installation directories.

This chapter assumes that you have administrative privileges on the computer on which you are installing the product.

Follow these steps to install the IBM InfoSphere Data Architect product:

1. After you extract the contents of the compressed package, start the launchpad:
• Windows: Run the setup.exe file, located in the directory where you extracted the image.
• Linux or UNIX: Run the setup command from the root path where you extracted the image.

The launchpad opens.

2. In the left pane, select Install Product, as shown in Figure 1.1.

The product installation page opens. You can now select which type of install that you want to run.

3. Select the Administrative Installation option. IBM Installation Manager opens.

4. Select the packages that you want to install. For this exercise, select the IBM InfoSphere Data Architect package. Click Next.

5. Review and accept the license agreement. Click Next.

6. Create a new package group and specify where common components will be installed:
   a. Select the Create a new package group radio button as shown in Figure 1.2.
   Because you are installing the product on a machine that does not include any
existing package groups, you should select this option.

- Use the existing package group
- Create a new package group

![Package Group Name](IBM InfoSphere)

Figure 1.2 – Create a new package group for IBM InfoSphere Data Architect

b. Specify the directory where the shared resources and Installation Manager will be installed. For the purpose of this exercise, you can use the default settings, but remember that you should choose a drive that has more space than you think you need just for IBM InfoSphere Data Architect in case you decide to shell-share with other Eclipse-based products.

Note:
If you install other products that make use of Installation Manager, you cannot choose a directory for the shared resources.

c. Click Next to proceed to the next screen.

7. If you already have Eclipse 3.4.2 on your machine, you can choose to extend that IDE instead of installing an additional copy. This adds the functions of the newly-installed product, but maintains your IDE preferences and settings. For this exercise, do not change any settings. Click Next to proceed to the next screen.

8. Select any additional language translations that you want to install, then click Next.

9. Select the features that you want to install. In this case, make sure that all of the check boxes are selected, then click Next.

10. Specify how product documentation and help topics are accessed. By default, all help documentation is located in the IBM InfoSphere Data Architect information center. You can specify that all help documents are downloaded at installation time or that all help will be accessed from a central server. For this exercise, select the Access help from the web option, then click Next.
11. On the summary page, review your choices, then click **Install**. IBM Installation Manager begins to install the product. The progress bar may pause occasionally; do not interrupt the progress of the installation or exit the installation until the product is fully installed. When the product is installed, you see the screen in **Figure 1.3**.

![Figure 1.3 – Congratulations! The product was successfully installed](image)

12. On the final page of the Install Packages wizard, select the **None** option to specify that you do not want to start InfoSphere Data Architect. If you are using a license, you will start IBM InfoSphere Data Architect after you apply the license to your product. Click **Finish** to exit the installation wizard.

13. Close the launchpad window by clicking the **Exit** link in the left pane.

IBM InfoSphere Data Architect is installed. If you have a license, you must now activate it in order to have access to the product after the 30-day trial period expires.

### 1.6 Applying the license to IBM InfoSphere Data Architect

InfoSphere Data Architect makes use of three different license types:
Trial license: You can download the product and use it with full functionality for free for 30 days. Use this option to evaluate the product to make sure it meets your data modeling needs.

If you use this option, you do not need to activate a license. The product is already bundled with a trial license.

Floating licenses: You can set up a Rational License server that stores and manages your floating licenses throughout your organization. To learn more about floating licenses and how to use them with InfoSphere Data Architect, see the following technote: http://www.ibm.com/support/docview.wss?uid=swg21468395

Individual licenses: You apply one activation kit to each installation of the product. These steps are outlined below.

If you have a floating or individual license that you would like to apply to the product, perform the following steps:

1. Open IBM Installation Manager:
   - Windows: Click Start -> All Programs -> IBM Installation Manager -> IBM Installation Manager.
   - Linux or UNIX: Open a terminal window with root privileges, then change to the directory for IBM Installation Manager. By default, this location is /opt/IBM/InstallationManager/eclipse. Run the IBMIM program.

2. Click the Manage Licenses button, as shown in Figure 1.4:

   ![Figure 1.4 – Select Manage Licenses in IBM Installation Manager](image)

   The Manage Licenses page opens.

3. Import the product activation kit that you downloaded for IBM InfoSphere Data Architect:
   a. Select IBM InfoSphere Data Architect 7.5.3.0 from the list of installed packages.
   b. Select the Import Product Activation Kit radio button, then click Next.
c. Browse for and select the product activation kit . JAR file from where you saved it on your local machine, as shown in Figure 1.5:

![Figure 1.5 – Selecting the product activation kit](image)

d. Click Next to proceed to the next page.

e. Accept the license agreement, then click Next.

f. On the Summary page, click Finish.

The license is applied to the product. The activation screen appears as shown in Figure 1.6:
You can close IBM Installation Manager and start IBM InfoSphere Data Architect for the first time.

1.7 Launching IBM InfoSphere Data Architect

Launch IBM InfoSphere Data Architect via one of the following methods:

- Windows: Click Start -> All Programs -> IBM InfoSphere -> IBM InfoSphere Data Architect 7.5.3.0.
- Linux or UNIX: In a terminal window, type the following command:
  
  ```
  product_install_directory/eclipse
  ```

where `product_install_directory` is the directory in which you installed the product.

When you open the product, you can specify what workspace you want to use. Specify `IDA_GettingStarted` as the name of your workspace, as shown in Figure 1.7.
A workspace is a location to save your work, customizations, and preferences. Your work and other changes in one workspace are not visible if you open a different workspace. The workspace concept comes from Eclipse.

IBM InfoSphere Data Architect opens for the first time in the Data perspective, which includes the Task Launcher.

A perspective is an Eclipse concept. A perspective contains views and actions that are associated with particular tasks. A view shows you your resources, which are associated with editors. The default perspective for IBM InfoSphere Data Architect is the Data perspective, as shown in Figure 1.8. You can see the names of the various views there, including the Data Project Explorer and Outline.
1.7.1 Touring the workbench

The term workbench refers to the desktop development environment, and is an Eclipse concept. The workbench aims to achieve seamless tool integration and controlled openness by providing a common paradigm for the creation, management, and navigation of workspace resources.

1.7.1.1 The Task Launcher

When you open an InfoSphere Data Architect workspace for the first time, you see a pane in the main editor view called the Task Launcher.

The Task Launcher is a view designed to help you get started with basic tasks within the workbench. For example, the Task Launcher within IBM InfoSphere Data Architect can help you create a physical data model for the first time.

Use the tabs at the top of the Task Launcher to get started with these tasks. IBM InfoSphere Data Architect has three tabs in the Task Launcher view:

- Overview: This tab contains links to general information about the product, as well as general “getting started” tasks, such as connecting to a database.
• **Design:** This tab contains common tasks that help you create data models and design your data. You can also learn more about other common tasks, or follow the links to tutorials on developerWorks.

• **Develop:** This tab contains common tasks that help you develop SQL or XQuery statements and stored procedures, and you can learn how to debug these statements.

The Task Launcher is shown in *Figure 1.9.*

![Figure 1.9 – Getting to know the Task Launcher](image)

When you open a task in the Task Launcher, the perspective that is associated with that task automatically opens. A help panel also opens. Follow the instructions in the help pane to complete the task.

Let's explore the Task Launcher by connecting to the SAMPLE database connection that is included when you installed DB2.

Open the *Overview* tab of the Task Launcher to complete this task.

1. In the *Tasks* box, click the *Connect and browse a database* link. If the Data perspective is not open, the perspective opens, and the Help view opens to guide you through the task. The changes to the workbench are shown in *Figure 1.10.*
Figure 1.10 – Completing a task with the Task Launcher

2. Follow the instructions in the Help panel of the Task Launcher to complete the task and connect to the SAMPLE database that you set up when you installed DB2 Express-C.

Once you have completed the task, the connection appears in the Data Source Explorer view.

The Task Launcher is included with all Eclipse-based products in the Data Security, Privacy, and Lifecycle Management suite of products. If you shell-share with other Eclipse-based products, the tabs and tasks associated with those tabs will change, since you have more capabilities associated with your product environment. Shell-sharing is discussed in detail in Chapter 10, as well as the larger Data Security, Privacy, and Lifecycle Management portfolio of products.

**Note:**

If you do not want to see the Task Launcher when you open the workspace, simply close the view. If you want to open the Task Launcher in the future, simply open it from the main menu: Help -> Optim Task Launcher.
1.7.1.2 Perspectives

Each workbench window contains one or more perspectives. Perspectives contain views and editors and control what appears in certain menus and toolbars based on a certain task or role. So you will see different views and tasks from the Debug perspective (for Java debugging) than you will for the Data perspective.

Let's look at the Java perspective for fun.

One way to open a different perspective is to click the icon shown below in Figure 1.11 and select Java. An alternate way to open a perspective is to click on Window -> Open Perspective.

![Figure 1.11 – Opening a different perspective](image)

As you can see by comparing Figure 1.8 and Figure 1.12 (below), the Java perspective has a different task focus (Java development) than the Data perspective. The outline in this case, for example, would work with Java source code in the editor. The explorer shows Java packages, as opposed to database objects.
Click on the Data perspective to switch back again so that you can learn more about the capabilities of the Data perspective.

**Note:**

For more information about perspectives and views, see the ebook *Getting Started with Eclipse.*

### 1.7.2 Touring the Data Perspective and its views

Because most of the work you'll do in this book is in the Data perspective, make sure the Data perspective is open.

As we described earlier, *views* are the windows that you see in the workbench, such as Data Source Explorer and Properties. A view is typically used to navigate a hierarchy of information, open an editor, or display properties for the active editor. The changes that you make to the views (their sizes and positions), and the resources that you create in the views are saved in your workspace, as we mentioned previously.

The views shown in the Data perspective are described in *Table 1.4* below.

<table>
<thead>
<tr>
<th>View</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data Project Explorer</td>
<td>This view is used by a data architect or a data or information modeler when creating models. It shows data design projects (which you will use to store logical and physical data models) and</td>
</tr>
</tbody>
</table>
data development projects.

**Data Source Explorer**
This view allows you to connect to and view databases and the objects that are within them. It automatically displays detected databases, but you can add new database connections. You can reverse-engineer from this view by dragging and dropping data objects from the Data Source Explorer into the Data Project Explorer.

**Properties**
This view shows the properties of the object that is currently selected in the workspace. For some objects, you can use this view to edit properties, such as making changes to the database objects that are selected in the Data Source Explorer. When an object is highlighted in either a diagram or the Data Project Explorer, the Properties view changes to show the properties of that object.

**SQL Results**
This view shows the results after you run SQL or XQuery statements. You can also use this view to obtain sample data from a selected table within a database.

**Outline**
This view shows an outline of a structured file that is currently open in the editor area and lists its structural elements. For example, if you were editing a data diagram, you would see the overall diagram in the Outline view, and when you zoom in or out in the diagram, a shaded box displays to show you where you are in the context of the larger diagram.

Table 1.4 – Views in the default Data perspective

1.7.3 Manipulating views
The basic view controls are shown in Figure 1.13.
To close a view, click on the X to the right of the view name as shown in Figure 1.13. There’s no need to panic if you close a view accidentally. If you close a view, simply go to Window -> Show View and select the view that you want to open. If you don’t see the view that you want to open, click Other and select the view.

### 1.7.4 Resetting the default views for a perspective

You should play around with the views and perspectives in the workbench. If you’re not familiar with Eclipse, it can seem strange to open and close views. If you want to reset the perspective to the default settings, reset the perspective by clicking Window -> Reset Perspective.

**Note:**

The Reset Perspective option only resets the current perspective. If you want to change a different perspective, open Windows -> Preferences, then select General -> Perspectives. Select a perspective and click the Reset button. The next time the perspective is opened, it is restored to the default layout.

### 1.8 Exercises

In this set of exercises, you will install IBM InfoSphere Data Architect and get comfortable with the workbench and Eclipse tools.

1. If you have not yet installed DB2 Express-C, install it.

2. If you have not installed InfoSphere Data Architect, install it, following the instructions in this chapter.

3. Familiarize yourself with the workbench. Perform the following tasks:
   - Switch to the Plug-In Development perspective.
   - Switch back to the Data perspective.
   - Close the outline view.
   - Minimize and maximize some of the view windows.

4. Explore the product documentation. The documentation for IBM InfoSphere Data Architect is in the information center at the following URL:
   

5. Read the product overview.
6. Watch and complete the lessons in the Understand the workbench environment tutorial.

7. View the Introduction to IBM InfoSphere Data Architect demo on developerWorks.

1.9 Summary

IBM InfoSphere Data Architect provides tooling support to help you create data models that discover, visualize, relate, and standardize your data. You can create logical, physical, dimensional, and domain models for DB2, Informix, Oracle, Sybase, Microsoft SQL Server, MySQL, and Teradata source systems. It allows for an iterative design process, which lets you update and refine your data models as the needs of the business change, with minimal impact to your production environment.

There is an active discussion forum for IBM InfoSphere Data Architect at the following URL: http://www.ibm.com/developerworks/forums/forum.jspa?forumID=1796

This forum can provide informal support.

This chapter also covered how to install the product and navigate the Eclipse workbench. You learned how to open different perspectives and manipulate the views in a perspective.

1.10 Review questions

1. What open-source platform is IBM InfoSphere Data Architect built on?

2. What are perspectives in an Eclipse-based product?

3. What is the default perspective for IBM InfoSphere Data Architect?

4. In which Eclipse view do the results of SQL operations appear?

5. How do you open a view within a perspective?

6. True or false: You view database connections within the Data Project Explorer view.

7. True or false: The default perspectives, projects, and data objects are unique to each workspace.

8. True or false: You cannot specify which features are installed with the product.

9. True or false: To extend an existing Eclipse environment to work with IBM InfoSphere Data Architect, you must have the same Eclipse and IBM JDK level.
Chapter 2 – Data Modeling Overview

When you create data models, you follow a certain process. This book introduces some best practices and concepts to ensure that the models you create within the workbench adhere to good data design principles.

In this chapter, you will learn about the following concepts:

- The data design life cycle
- How data models are typically organized
- The information management system that you will create as a result of this book

Note:
For more information about Data Modeling, review the eBook Database Fundamentals that is part of this book series.

2.1 The data model design life cycle

With this book, you will learn how to create data models that can be used to create databases. The data model design life cycle helps you conceptualize and develop your data model, using an iterative design process.

Data modeling is done through two methods of engineering:

- **Forward-engineering**: Data models and databases are built from scratch, without a pre-existing model to work from. This type of modeling is best done for new systems or when modeling new business processes that are not yet addressed by your current systems.

- **Reverse-engineering**: Existing data models and databases are used to create models within the workbench. The workbench is capable of creating physical data models from existing databases and schemas, and you can use the transformation tool to create logical data models to further refine your projects.
Note:
The primary focus of this book is on forward-engineering. Reverse-engineering is also introduced to provide a full perspective of both data modeling and the capabilities of the product.

More information about reverse-engineering is provided in Chapter 7 of this book.

To develop and deploy databases in the workbench, you should use the following process:

1. **Gather requirements for the project.** Speak with business process owners and determine what information is vital to the business. You can use this information to draft entities or tables and attributes or columns.

2. **Use IBM InfoSphere Data Architect to create a logical data model.** The logical data model is the first part of the data modeling process, where you gather requirements and create entities and attributes. You will eventually use the logical data model to create a physical data model.

   As you design the logical data model, you can work with data diagrams to visualize the model and help you show business process owners how information is linked together. You refine this data model over time, improving the design as you speak with business process owners and further define what information must be modeled.

3. **Use IBM InfoSphere Data Architect to transform the logical data model into a physical data model.** Work with the physical data model to draft physical storage, table spaces, indexes, or views. You can also use the physical data model to secure parts of the database that you create by implementing roles and users to deploy on the new database.

   As you refine your physical data model, you can continue to work with existing data diagrams that were transformed from the logical data model, or you can create new data diagrams to visually model your storage requirements.

4. **Create a mapping model that defines the relationships between your data models and the target database.** Mapping models contain the information that defines the relationship between the source schemas that you create and their targets. This includes transformations, join conditions, filters, sort conditions, and annotations. Mapping models can find or document the relationships, and you can use a mapping model to generate statements that query or manipulate your data sources by using these relationships.

Note:
As a best practice, make sure that your data models are stable before you create mapping
models. If you change relationships or the names of data objects, the mappings that were previously created are destroyed, and you will encounter errors.

5. **Generate DDL that will deploy the database.** Once the database is deployed, applications can be created to connect to and read from the database, or you can use other software to further optimize or read from the database.

6. **Refine your model as the needs change over time.** Business requirements sometimes change or mature, and you must adapt the data models as needed to ensure that you are still obtaining or recording relevant information.

Here are a few other things that you can do with IBM InfoSphere Data Architect:

- Create reports that business process owners can use to understand the data that is stored in the database.
- Import or export data models to and from the workbench.
- Compare and synchronize changes between data models, and analyze the impact that your changes will have on updated data models before you deploy the changes.
- Reverse-engineer from an existing data source.
- Analyze data models to ensure that common data modeling rules are followed and enforced.

### 2.2 Organizing the data model

Data modeling involves structuring and organizing data. Data modeling can define and organize the data and can impose (implicitly or explicitly) constraints or limitations on the data placed within the structure.

### 2.3 Creating the student information management system

You will use this book and the workbench to create a sample student information management system for a university. The student information management system will store information about students, such as student ID number, grades, and address.

You will follow the data design life cycle to design and then implement this student management information system. You will create a logical data model, which is then used to create a physical data model. After the physical data model is created, you can make further updates to the system or deploy it.
The next part of this book focuses on the data modeling part of the data design life cycle. You will create a logical data model, based on requirements from the process owners at a fictional university. Once the logical data model is created, you can transform the data model into a physical data model. After the physical data model is created and you have designed the tables, columns, and other physical data objects, you will generate a DDL script to deploy your physical data model, creating a database. Then, you will create a mapping model, which allows you to integrate your data models with other data models, creating a cohesive database system that can track all aspects of the students’ information.

In the third part of the book, you will learn how to generate reports with the workbench. These reports can be used by business process owners to analyze the data that can be found through the design of your data models. Finally, you will learn how to reverse-engineer from an existing database or schema, so that you can make further iterative changes to existing data objects and deploy the changes. Learn how to analyze your data models in the final chapter to ensure that your models are valid before you place them into the production environment.

2.4 Summary

You learned a basic overview of data modeling and how you can use IBM InfoSphere Data Architect to draft and deploy data models. When you create these models, you start with a logical design, and then you can draft the physical design.

The data design process is iterative, and IBM InfoSphere Data Architect makes it easy for you to continue to work with your existing data models and data sources. Reverse-engineering makes it easy for you to model with existing data sources, and you can continually refine existing resources to extend them, improve performance, or respond to changing requirements.

2.5 What's next?

Now that you know the basics of data modeling, you should start to draft a design. Using this book, you will become acquainted with the workbench and how to create complete data models, from start to finish, that you can deploy and refine.
PART II – MODELING YOUR DATA
Chapter 3 – Logical Data Modeling

Logical data models are just the first step in the data design life cycle. Logical data models help you capture the requirements of the business, and you start creating the future design of your schemas and databases before you design the physical storage and deploy the model.

This chapter covers the following concepts:

- How to design a logical data model
- Creating diagrams to visually display the design of your models
- Developing glossary models and naming standards for your organization
- Applying those glossary models and naming standards to your data models

Note:

For more information about Logical Data Modeling, review the eBook Database Fundamentals that is part of this book series.
3.1 Logical data modeling: The big picture

When you create a logical data model, you take the first step in developing a database or schema that addresses business needs. A logical data model is a model that isn’t specific to a database vendor. The logical data model describes things about which an organization wants to collect data, and it documents the relationships between these things. Logical data models are organized hierarchically and contain objects such as packages, entities, attributes, and other relationship objects.

Before you create a logical data model, you must gather the requirements for the model. A business user’s description of his or her requirements may be incomplete. Often, business users or clients may give you only some pieces of a whole. You may be given a very vague description of a business process: “The business must track the sales of our products.” You, as a data modeler, must understand all of the requirements of the project in order to gather the missing pieces and construct a complete model.

After you gather initial requirements, you present the outcome to the client, preferably by presenting a diagram, and you work with the client to negotiate the relevant and insignificant aspects, as you can see in Figure 3.1. After negotiations, you (the data modeler) modify the logical data model and present the revised model to the client. Through this iterative process, you draft and develop a complete logical data model.

The development of the logical data model is introduced in this chapter.

---

**Figure 3.1 – Use InfoSphere Data Architect as your data modeling tool**

When you create a logical data model, you take the first step in developing a database or schema that addresses business needs. A logical data model is a model that isn’t specific to a database vendor. The logical data model describes things about which an organization wants to collect data, and it documents the relationships between these things. Logical data models are organized hierarchically and contain objects such as packages, entities, attributes, and other relationship objects.

Before you create a logical data model, you must gather the requirements for the model. A business user’s description of his or her requirements may be incomplete. Often, business users or clients may give you only some pieces of a whole. You may be given a very vague description of a business process: “The business must track the sales of our products.” You, as a data modeler, must understand all of the requirements of the project in order to gather the missing pieces and construct a complete model.

After you gather initial requirements, you present the outcome to the client, preferably by presenting a diagram, and you work with the client to negotiate the relevant and insignificant aspects, as you can see in Figure 3.1. After negotiations, you (the data modeler) modify the logical data model and present the revised model to the client. Through this iterative process, you draft and develop a complete logical data model.

The development of the logical data model is introduced in this chapter.
3.2 Creating a logical data model

One of the most difficult problems you will encounter as you create a logical data model for a project is to come to agreement on what business process should be modeled. You should work with your client to determine the needs of the business that the project will satisfy. To create a logical data model of a business process, you should use the following process:

1. Analyze the various needs of the business. Start with the most important business process. Document the analysis, so that you and other data modelers can understand the goals and future plans of the project.
2. Work with the project owners to determine what data they want to identify and why the data is important. You can use this to identify preliminary data objects that are common across several processes, data sources, or the various grains of each data object.
3. Meet with project owners to resolve ambiguous requirements.
4. Make a preliminary plan to meet the requirements. Create a conceptual model, drafting the initial design of the logical data model. You will use this plan to draft your data model.

3.2.1 Creating a logical data model with the workbench

You meet with business process owners for the university. They ask you to help them create a student information management system that collects student information. After further meetings, you decide to start small. You will create a logical data model that tracks basic student information, such as student ID number, grades, and classes.

To learn how to create a logical data model with the workbench, you will create a small logical data model, named STUDENT_INFO_SYSTEM.

3.2.1.1 Creating a new data design project to store your models

Before you can create a logical data model, you need to create a new data design project, where your files are stored. Use this data design project to store all of the data models for this project. You can have multiple data design projects within a workspace, and each data design project can contain multiple data models.

To create a new data design project:

1. Click on File -> New -> Data Design Project. The New Data Design Project window opens.

Note:

Since your workspace is more than likely empty, you can also click the Click to create a new data design project link. However, this link is not available once you create your first data design project.
In the Project field, specify a descriptive name for your project. Type University Info System.

Click Finish.

The University Info System data design project is created in the Data Project Explorer. In the data design project, there are folders that store the files in your project.

3.2.1.2 Creating your first logical data model

Currently, the project is empty, so you must create a new logical data model. You will use this logical data model to start creating the student information management system.

Create a new logical data model:

1. Open the New Logical Data Model window:
   a. In the Data Project Explorer view, expand the University Info System data design project.
   b. Right-click on the Data Models folder, then choose New -> Logical Data Model.

The New Logical Data Model window opens.

2. Complete the fields of the New Logical Data Model window:
   a. Specify the following text in the File name field: STUDENT_INFO_SYSTEM.
   b. Click Finish.

The logical data model is created, and the data model is opened, including a blank diagram. You can use the diagram editor to create a visual representation of your logical data model. Figure 3.2 shows your new data design project and the new, empty logical data model.
3.2.2 Creating entities with the diagram

To work with a logical data model, you should work with the visual representation of the model, the diagram. Each logical data model can contain multiple diagrams, each representing a small part of the greater logical data model.

3.2.2.1 Creating diagrams

You can use diagrams to visualize and edit objects that are contained in data design projects.

As you create objects within the diagrams of the logical data model, the changes are automatically made to the logical data model, making it easier to not only visualize your data objects and the relationships between those objects, but also saving the time needed to manually create these relationships.

Data diagrams are a representation of an underlying data model. You can create diagrams that contain only a subset of model objects that are of interest.
3.2.2.2 The Data section of the palette

The Data area of the palette contains data model objects. When you add or modify data model objects by using the palette or the diagram surface, you modify the underlying data model.

3.2.2.3 Renaming data objects from the Properties view

By default, Diagram1 is the name of this diagram, but you should change it to something that you can easily remember or differentiate from other data models in the project. To rename the diagram and the top-level package, perform the following steps:

1. Open the Diagram1 diagram in the diagram editor. When you open or select any object, the properties of that object are displayed in the Properties view. In this case, you will edit the diagram properties of the Diagram1 diagram.
2. Open the General tab of the Properties view, and change the text in the Diagram name field to STUDENT_INFO.
3. Select the Package1 package in the Data Project Explorer. The package is located under the STUDENT_INFO_SYSTEM.ldm data model file.
4. Open the General tab, and change the text in the Name field to STUDENT_INFO_SYSTEM.

The data object is automatically renamed. When you click a blank area in the diagram, the name of the diagram editor changes to STUDENT_INFO, and the logical data model is updated in the Data Project Explorer view. An asterisk (*) appears next to any data object in the Data Project Explorer or the data object editor that has been modified. The asterisk will disappear when you save the file or project.

**Note:**
You can modify the display characteristics of the diagram with the Properties view. For example, you can change the following options:

- Use the Format tab to change the foreground or background colors of entities or foreign keys, or change the line color of an implicit foreign key relationship.
- Use the Documentation tab to document the purpose of the diagram.
- Use the Appearance tab to format the fonts and text color.

All of these options change the diagram properties, but do not modify the underlying data model. You can also save image files of diagrams for archival or presentation purposes.

3.2.2.4 Adding notes and text boxes to the diagram

Add notes or text boxes to the diagram to help you document information about the data model. Notes and text boxes are also useful to call out information or fully explain what complex diagrams are intended to address.
First, let’s add a note to the diagram that labels the diagram.

1. Click the Note icon in the palette of the diagram, as shown in Figure 3.3.

![Figure 3.3 – Clicking the Note icon](image)

2. Click a blank area in the diagram editor. The note appears on the diagram.

3. In the note, type the following note:

   **STUDENT_INFO**: All information relating to student life.

   The note appears on the diagram, as shown in Figure 3.4.

![Figure 3.4 – Creating a note in the diagram](image)

To provide additional information to a data diagram, you can add text boxes. Let’s add a text box to note that the logical data model is still being drafted.

1. Right-click an empty space in the diagram, then select Add -> Text. A text box appears on the diagram.

2. In the text box, type:

   **NOTE**: This logical data model is still being drafted.

3. Make the text red and bold:
   a. Open the Advanced tab of the Properties view.
   b. Expand the Styles property.
   c. Change the bold property to true.
   d. Change the font color to red.

4. Save your work. Click File -> Save All.
3.2.2.5 Designing the data diagram and logical data model

An *entity* is a logical data model object that store information about significant areas of interest. Each entity contains *attributes*, which store details about the entities. For example, you can create a Sales entity, with ProductKey, Quantity, UnitPrice, and OrderKey attributes to describe the sales for various products. When the logical data model is transformed into a physical data model, the entities can become tables, and attributes become columns.

When you create entities and attributes, be as specific as you can. Insert all attributes you need, all domain constraints, and all other aspects you consider in helping you obtaining a model closer to real world. Remember that the logical data model will be transformed into a physical data model.

Let's use the data diagram to add a new entity to the logical data model:

1. In the Palette view, expand the Data section, then drag and drop an entity onto a blank space in the diagram editor. The new entity is created in the model and within the diagram, and you can immediately give the entity a new name.
2. Name the entity **STUDENT**.

The entity is created in the diagram, and the corresponding data object is created in the logical data model. When you add or modify logical data model objects by using the palette or the diagram surface, the underlying logical data model is modified.
You can also add entities to the diagram via two other methods:

- Using the context menu: You can right-click in the diagram editor to add data objects to a diagram. To add a new entity, you can right-click an empty area of the editor, then select Add Data Object > Entity.

You can also use this method to add other data objects to existing data objects; for example, you can add attributes to entities by using this method.

- Using the pop-up bar to create entities: You can use the white space on the diagram editor to add data objects to diagrams. When you hover over a data object or an empty area of the diagram, a pop-up bar appears, as shown in Figure 3.6:

![Figure 3.6 – Using the pop-up bar to create data objects in the diagram](image)

You can also use this method to add other data objects to existing data objects; for example, you can add primary keys to entities by using this method.
Adding attributes to the STUDENT entity

The entity is currently empty. Add attributes to the entity. Attributes of an entity can include the primary key and non-key attributes. All of these attributes will store information about each student at the university.

Let’s start with the STUDENT entity. At the university, each student receives a unique ID number that is 10 characters long. You will create an attribute to store the student ID number of the students at the university. To add attributes to the STUDENT entity, perform the following steps:

1. Select the STUDENT entity in the STUDENT_INFO diagram. The Properties view displays the properties of the STUDENT entity.
2. Open the Attributes tab of the Properties view.
3. Add the student ID (STUDENT ID) attribute to the entity:
   a. Click the New button ( ). A new attribute is created in the Properties view and the diagram.
   b. Give the new attribute the following properties:
      - Name: STUDENT ID
      - Primary key: Select this check box.
      - Type: CHAR
      - Length/Precision: 10

You have created the STUDENT ID attribute. The STUDENT ID attribute is of the CHAR(10) data type, making it long enough to store the student ID numbers of the students at the university. When you select the check box in the Primary key column to mark the STUDENT ID column as the primary key, the Required property is automatically selected, too, because a primary key cannot be a null value.

**Figure 3.7 – Creating the STUDENT ID attribute**
## Chapter 3 – Logical Data Modeling

### Note:

If you don’t know what data type to choose, keep in mind the following considerations:

- If an attribute or column is designed for arithmetic calculations, use a numeric data type.
- Use text data types for all other attributes for the following reasons:
  - Text data types are more flexible; for example, you can use constraints to reduce storage size of data.
  - You can better control the input of text data types because DB2 offers more functions for string data types.

However, sometimes you should use a numeric data type if you want the primary key to also be numeric (for example, surrogate keys are also numeric).

---

Note that when you add attributes to the entity, the diagram is also updated. The STUDENT ID entity is now displayed in the key compartment of the STUDENT entity in the diagram, with an icon next to it to indicate that STUDENT ID is the primary key of the entity.

Follow the same process outlined above to add more other attributes to the STUDENT entity. Add the following attributes to the STUDENT entity:

4. Add the **FIRST NAME** attribute. The attribute has a data type of VARCHAR(20) and is required.

5. Add the **LAST NAME** attribute. The attribute has a data type of VARCHAR(50) and is required.

6. Add the **START DATE** attribute. The attribute has a data type of DATE.

7. Add the **GRADUATION DATE** attribute. The attribute has a data type of DATE.

8. Save your work.

You have used the diagram editor to create a complete entity, as seen in Figure 3.8. Now let's learn how to use the Data Project Explorer to create another entity.
3.2.2.7 Creating entities in the Data Project Explorer

Let's use the Data Project Explorer view to create a new entity, GRADE to store information about student grades.

To create entities with the Data Project Explorer view:

1. Locate the STUDENT_INFO_SYSTEM.ldm data model in the Data Project Explorer by expanding the folders in the project: University Info System -> Data Models -> STUDENT_INFO_SYSTEM.ldm.

2. Create the GRADE entity:
   a. Right-click the STUDENT INFO SYSTEM package under the logical data model, then select Add Data Object -> Entity.
   b. Name the new entity GRADE by making sure the entity is selected in the Data Project Explorer, then open the General tab of the Properties view and change the name and label to GRADE.

The entity is created under the STUDENT INFO SYSTEM package. Note that the entity does not appear in the diagram editor. This is because you did not create the entity within the diagram. Only objects that you create or drag to the diagram appear in the diagram editor. To better visualize how the data is connected, add the entity to the diagram.

3. Add the new entity to the diagram:
   a. Select the GRADE entity in the Data Project Explorer.
   b. Drag the entity from the Data Project Explorer to a blank space in the diagram editor. When you release the mouse button, the entity is added to the diagram.

4. Select the GRADE entity.

5. Add the following attributes to the GRADE entity:
• STUDENT ID: Use the same properties that you used to create the STUDENT ID attribute for the STUDENT entity.
• COURSE ID: Use the CHAR(8) data type. This is also a primary key.
• SCORE PASSFAIL: Use the BOOLEAN data type. This attribute is required.
• SCORE TOTAL: Use the DECIMAL data type, with a length/precision of 3 and a scale of 0. This attribute is required.

You have created the GRADE entity. In some cases a composite key is needed. A composite key is a primary key that is made up of more than one attribute. Composite keys help make sure that your primary keys are always unique without duplicating existing attributes. For example, to make the GRADE entity unique, you need a composite primary key: STUDENT ID and COURSE ID. This is shown in Figure 3.9.

![Figure 3.9 – Creating a composite key in the Properties view](image)

**Note:**
When you delete objects from the diagram, they are not deleted from the data model. Use the Data Project Explorer to remove data objects from your data models.

### 3.2.3 Adding relationships

Now that you have created the two entities in this diagram, you need to specify how the entities are related. Since the information in this model is related to the student, the STUDENT entity is the parent entity.

Just as you can create entities within the diagram, you can also specify the relationships between data objects by using the diagram editor.

Relationships types are identifying and non-identifying. In an identifying relationship, one of the child entities is a dependent entity. A dependent entity is an entity whose existence is based on the existence of another set of entity. A non-identifying relationship is one in which both entities are independent (also known as strong relationship set).

Create a non-identifying optional relationship between the STUDENT entity and the GRADE entity:
1. Display all key and non-key attributes in each entity:
   a. Click on a blank part of the diagram. The properties of the diagram display in the Properties view.
   b. On the Filters tab of the Properties view, select the Show key and Show non-key check boxes.

2. Use the diagram to create a Non-Identifying Optional relationship from the STUDENT entity to the GRADE entity:
   a. In the palette, under the Data section, select the Non-Identifying Optional data object.
   b. In the diagram editor, select the STUDENT entity, drag the mouse cursor to the GRADE entity, then release the mouse button.
   c. Since the STUDENT ID attribute exists in both entities, you are asked to specify how to address the attribute. In this case, choose the Replace with migrated FK attribute/column option to ensure that both attributes are the same.

The relationship is created in the model and depicted in the diagram. Now you should describe the relationship. Remember that the diagram is just a visual representation of the metadata in the model; therefore the relationship is also created in the logical data model.

When you “describe” this relationship, you explain with verb phrases how these entities interact in the real world. In this case, you might explain that each student has more than one grade, because they take more than one class. Also, a single grade is given to each student for each class. Therefore, the cardinality of the relationship is a one-to-many relationship.

3. Describe the relationship, using the Properties view:
   a. Select the relationship object on the data diagram, as shown in Figure 3.10:
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Figure 3.10 – Selecting the relationship object

The properties of the relationship object display in the Properties view.

b. Open the Details tab of the Properties view.

c. Enter verb phrases to describe the relationship between the parent and child entities:

- **GRADE:** is given
- **STUDENT:** receives

The relationship is defined in the Properties view, as shown in Figure 3.11.

**Note**

All foreign key attributes are automatically constructed. You are not prompted to migrate the key attribute if you do not have a corresponding attribute of the same name in the child entity.

Figure 3.11 – Defining the relationship within the Properties view
In the Properties view, it is possible to choose the type of relationship, participation, and cardinality.

4. Explore the other tabs in the Properties view to see what other information you can define:
   a. Open the Type tab. Make sure that the following options are defined:
      - Relationship Type: Non-identifying
      - Existence: Optional
      - Cardinality: One or more
   b. Use the Referential Integrity tab to specify what should happen to the child entity when you update the primary key of the parent entity of the relationship. Make sure that the Delete option is set to CASCADE in the Parent Action group.

The Referential Integrity tab should look like the image in Figure 3.12:

![Figure 3.12 – Specifying a CASCADE action on the child GRADE entity](image)

Table 3.1 specifies what will happen when you specify each action. You draft these requirements in the logical data model, and when you deploy the physical data model, these actions will occur when the referenced data objects are updated.

<table>
<thead>
<tr>
<th>Action</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>NONE</td>
<td>No action occurs. The delete or update action is rolled back.</td>
</tr>
<tr>
<td>RESTRICT</td>
<td>The parent entity is not deleted, nor its key updated, because there are dependent entities that rely on this entity.</td>
</tr>
<tr>
<td>CASCADE</td>
<td>If the modified parent entity has a foreign-key relationship to the other entity in the relationship, the foreign-key reference to the dependent entity is updated. If the entity is deleted, and the delete action is set to CASCADE, the dependent entity is removed from all relationships (in other words, deleted).</td>
</tr>
<tr>
<td>SET_NULL</td>
<td>If the modified parent entity has a foreign-key relationship to the other entity in the relationship, each nullable foreign-key attribute of each dependent entity is set to NULL. This option can only be specified if all foreign-key attributes allow NULL</td>
</tr>
</tbody>
</table>
values.

<table>
<thead>
<tr>
<th><strong>SET_DEFAULT</strong></th>
<th>When a parent entity is altered, each nullable foreign key attribute is set to its default value. This option can only be specified if all foreign-key attributes have default values.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>DO_NOT_ENFORCE</strong></td>
<td>This generates an informational constraint for DB2 systems. The code that is generated is not enforced. An informational referential constraint is a constraint that DB2 does not enforce during normal operations. Use these constraints only when referential integrity can be enforced through other means, such as when you retrieve data from other sources. These constraints might improve performance by allowing the system to automatically rewrite the query.</td>
</tr>
</tbody>
</table>

Table 3.1 – Definitions for parent and child entity actions

5. Save your work.

### 3.3 Working with glossary models

Sometimes, when working with various people on the same project, data object naming varies. Where one data architect might refer to sales entities as **SALES_x**, another data modeler might prefer **SLS_x**. Over time, the system becomes difficult to understand, and the inconsistency can spread across systems, causing confusion, longer application development times, or even the inability to make the connection between two fields that mean the same thing in two different systems.

To avoid this problem, you should develop a set of naming standards early in the data design process. **Naming standards** help you and other people in your organization look at your data in a consistent manner, so that you all get the same meaning. With IBM InfoSphere Data Architect, you can create a set of rules that all data modelers should follow, and the workbench can automatically create names of some of the data objects (such as relationships) for you.

A **glossary model** is a model that describes the names and abbreviations that an organization allows for data objects. Data object naming standards promote a common understanding of data, since you use the same name conventions across the entire organization. You can use glossary models to enable sharing of data across organizational boundaries and reduce data redundancy through the consolidation of synonymous and overlapping data elements.

When you name a data object, you need to take into account two items: semantic rules and format. Semantically, glossary model objects include prime words, class words, and modifiers:
Prime word: A word that represents the business concept about which data is being collected. Prime words are nouns that describe the subject area of the data. For example: LOAN, EMPLOYEE

Class word: A word that identifies a distinct category or classification of data. For example: RATE, NAME

Modifier: A word that further qualifies or distinguishes the prime and class words. It helps make the object name clear and unique, and it can help restrict the meaning of the class and prime words. For example: NEXT, FIRST

You can use IBM InfoSphere Data Architect to help you define these semantic rules or naming standards. You will learn more about how to specify some of these options for future data modeling projects in Section 3.4, Working with naming standards.

To enforce the naming conventions that are specified in a glossary model, the glossary model must be referenced by the project that contains the models to be analyzed. To reference an existing glossary model in a project, perform the following steps:

Note:
You do not need to perform these steps, since you are creating a glossary model that the project will reference in an upcoming section. This step is only necessary if you did not add the glossary model to the project when you created it, or if you imported a glossary model from another product.

1. Select the data design project in the Data Project Explorer. The properties for the data design project display in the Properties view.
2. Open the Naming Standard tab, then click the Add button. The File Selection window opens.
3. Expand the data design project, and then select the glossary model from the list of files, as shown in Figure 3.13.
3.3.1 Best practices for naming standards and glossary models

Here are some best practices you can keep in mind when designing your naming standards:

- Choose the singular form of the word for entity names.
- Do not use numbers for the first character of an entity name.
- Choose short, unambiguous names, and try to use no more than one or two words.

When creating glossary models, consider the following best practices:

- Create a separate enterprise standard project that contains any glossary or domain model that should be shared throughout the organization. You will learn more about domain models in Chapter 4.
• Create a glossary model within a specific project for legacy models that might have
terminology that was created before the enterprise glossary and may use different
definitions.
• Give the glossary model a meaningful name.
• Create multiple glossaries to logically group terms into categories that make sense
from a business perspective.
• Create nested glossaries to provide a logical grouping of terms within a specific
business subject area.
• Create a sub-glossary that contains class words only to reduce the time you spend
looking through an entire glossary to understand these terms.
• If possible, use a spreadsheet to enter business terms more efficiently. Copy
terminology to a spreadsheet application such as Lotus® Symphony or Microsoft
Excel to quickly update and edit terminology and then copy it back into InfoSphere
Data Architect.

3.3.2 Creating a glossary model

Let's create a glossary model to create a student glossary. This glossary model will
determine how information about students is specified throughout the data models in the
project.

In order to create a glossary model, perform the following steps:

2. Make sure that the destination folder is set to the University Info System data
design project.
3. Specify STUDENT_GLOSSARY as the file name.
4. Make sure that the glossary is added to the naming standard definition for this
project by selecting the Add to project properties as project naming standard check
box. Click Finish to create the glossary model.

The STUDENT_GLOSSARY.ndm glossary model is opened, and you can find it in the Data
Models folder of the data design project.

5. Specify a name for the root package of the glossary model:
   a. Select the NamingStandard data object under the STUDENT_GLOSSARY
glossary model, as shown in Figure 3.14.
b. In the General tab of the Properties view, change the package name to STUDENT_GLOSSARY_ROOT.

6. Specify a name for the empty glossary. Select the Glossary1 glossary, and change the glossary name to STUDENT_GLOSSARY.

7. Create the ID Number glossary item:
   a. In the Contained Words section, click the New button ( ). A new word, Word1 is added to the glossary.
   b. Select the new word, and change the name to ID Number.
   c. In the Abbreviation field, specify ID.
   d. In the Type field, specify PRIME.

8. Complete the glossary model by creating the following words:
   a. Create the following prime words:
      - Address (abbreviated ADDR)
      - Date (DATE)
      - Department (DEPT)
      - Name (NAME or NM)
      - Pass/fail (PASSFAIL or PF)
      - Social security number (SSN)
      - Total number (TOTAL or TTL)
   b. Create the following class words:
      - Course (COURSE or CRS)
      - Email (EMAIL or EML)
- First (FIRST or FT) – also a modifier
- Graduation date (GRADUATION or GRDN)
- Instructor (INSTRUCTOR or INSTR)
- Join date (JOIN)
- Last (LAST or LT) – also a modifier
- Score (SCORE or SCR)
- Start date (START)
- Student (STUDENT or SDT)
- Student activity (ACTIVITY or ACT)

9. Save your work.

In the next section, 3.4 Working with naming standards, you will learn how to modify the naming standards so that when you validate the logical data model, your entities and attributes are mostly in compliance with the items in the glossary model.

**Note:**
You are not required to fix warnings in the Problems view to create a valid, usable data model. In this case, the warnings let you know that the current names of the data objects are not in line with your glossary model. You can take steps to either update the naming standard options or edit the names of the data objects to be compliant with the glossary model.

### 3.4 Working with naming standards

Now that we've created a glossary model, let's set up the naming standard that the data design projects in your workspace should adhere to. After working with university officials, you decide that it makes the most sense to display descriptive class words before prime words when you name attributes and columns. You decide to go into the workbench preferences to set the naming standard.

To specify the naming standards for physical and logical data models and glossary models, open the Preferences window:

1. Click *Window -> Preferences*. The Preferences window opens.
2. Expand the *Data Management* node and select *Naming Standard*.
3. Make sure the *Logical* tab is open.
4. In the Entity section, specify the following order:
   a. Modifier (optional)
   b. Class word (optional)
c. Prime word (optional)
d. Modifier (optional)
e. Modifier (optional)
f. Modifier (optional)

5. In the Attribute section, specify the following order:
   a. Modifier (optional)
b. Class word (required)
c. Prime word (required)
d. Modifier (optional)
e. Modifier (optional)
f. Modifier (optional)

6. In the Physical-Table/Column tab, specify the same options as in steps 4 and 5.

7. Click OK to save the preferences.

3.4.1 Analyzing to check compliance with naming standards

After you set the naming standards, you should check to see what data objects are in compliance with the naming standards and glossary model items that you have specified. Use the Analyze Model wizard to specify what rules to check for, and then use the Problems view to seek out and correct any data objects that do not comply with your naming standards.

To analyze the logical data model:

1. Locate the STUDENT INFO SYSTEM package in the logical data model:
   University Info System -> Data Models -> STUDENT_INFO_SYSTEM.ldm -> STUDENT INFO SYSTEM.

2. Right-click on the package and select Analyze Model. The Analyze Model wizard opens.

Since we are analyzing a logical data model, every rule under the Logical Data Model rule category is selected.

3. Deselect the check box next to the Logical Data Model rule category, then select the Naming Standard rule. Selecting this rule allows you to narrow the model analysis to make sure that data objects are in compliance with the naming standard rules only. This narrows the amount of errors or warnings you see in the Problems view.

4. Click Finish to analyze the model.
Note:
If you see warnings in the Problems view, you are not required to fix warnings to create a valid, usable logical data model. Warnings simply let you know when certain analyzed items might be out of compliance or do not conform to standard data modeling rules, but it will not impact the functionality of the model.

3.5 Constraints

Now that you have created a couple of entities, you should create some constraints. Constraints are used to enforce business rules for data.

First, let's create a constraint that checks to make sure that the student's graduation date is later than the student's start date. This check constraint will make sure that your data is valid when it's entered into the database.

To add a constraint to the STUDENT entity:

1. Locate and select the STUDENT entity in the Data Project Explorer: University Info System -> Data Models -> STUDENT_INFO_SYSTEM.ldm -> STUDENT INFO SYSTEM -> STUDENT.
2. Right-click on the STUDENT entity, then select Add Data Object -> Constraint.
3. Name the constraint DATE_CK.
4. Complete the information on the General tab of the Properties view to create a constraint:
   a. Specify SQL as the language.
   b. In the Expression field, type GRADUATION_DATE>START_DATE.
   c. In the Transform As field, specify Check Constraint. The check constraint simply checks that the expression is true.
5. Save your work.

3.6 Exercise

Use the process outlined above to expand upon the existing logical data model. Determine the best data type for each attribute, and document each relationship with descriptive verbs. Consider how each entity is related to other entities in the model.

1. Add another entity, ACTIVITY, to describe the clubs and student organizations that each student belongs to. You will use this entity as you complete the other chapters in this book. The entity should include the following required attributes:
   - STUDENT ID: Stores the student ID number. This is part of the composite key.
• ACTIVITY ID: Stores the 5-character ID number of the club or organization. This is part of the composite key.
• JOIN DATE: Stores the date that the student joined the organization.

2. Link the STUDENT and ACTIVITY entities with a Non-identifying optional relationship, with a Zero or more cardinality. Use the Details tab to define the relationship of the parent and child entities, and add descriptive verbs to the relationship.

3. Now create one more entity for the logical data model, COURSE. Create the following required attributes:
• COURSE ID: Stores the 5-character ID number of the course. This is the primary key of the entity.
• DEPT ID: Stores the 4-character ID of the department that runs the course. For example, a course within the English department would have the ENGL prefix.
• INSTRUCTOR ID: Stores the 5-character ID of the instructor that is teaching the course.
• INSTRUCTOR NAME: Stores the last name of the instructor that is teaching the course.
• STUDENT TOTAL: Stores the number of students registered for the course.

4. Link the STUDENT and COURSE entities with a Non-identifying mandatory relationship, with One or more cardinality. Again, use the details tab to describe the relationship between the tables with verbs. Then, link the COURSE and GRADE entities with an Identifying relationship, with a cardinality of exactly one. Document descriptive verbs for each end of the relationship.

5. Remember to save your work.

6. Make sure the diagram reflects the logical data model. When complete, your logical data model should look similar to the image in Figure 3.15.
Now that you have created a small logical data model, define a domain model for this and other data models for the project. A domain model lets you define custom data types for your organization. In the next chapter, you will learn about domain models and how to apply them to your logical data model.

3.7 Summary

This chapter discussed the concept of logical data modeling, using IBM InfoSphere Data Architect to complete your task. You learned how to create data models with both the data diagram and the Data Project Explorer.

The chapter also introduced topics like working with naming standards and working with glossary models. Naming standards help everyone in your organization look at the same words and data objects in the same way, while deriving the same meaning from them. The words will have a consistent representation throughout IT systems. Naming standards promote a common understanding of data.

Glossary models are used to enable sharing of data across organizational boundaries and reduce data redundancy. Create glossary models to better enforce your naming standards.

3.8 Review questions

1. To ensure that an attribute can contain only the values ‘B’ or ‘G’, which data object should you choose?
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1. A. Constraint
   B. Primary key
   C. Glossary model
   D. Relationship

2. Which of the following is not a definition of an entity?
   A. An entity is a collection of real-world objects or concepts that have many common properties.
   B. An entity is an instance of real-world objects.
   C. An entity is a set of entities of the same type that share the same properties.
   D. An entity is an item that exists and is distinguishable from other items.

3. Which of the following data types is a better option for a person’s phone number attribute?
   A. NUMERIC
   B. INTEGER
   C. CHAR
   D. LONG

4. Draw entities and relationship sets for each of the following.
   A. Each garage may house one or more cars. Each car may stay in one and only one garage.
   B. Each student may learn from one or more teachers. Each teacher may educate one or more students.
   C. An employee may manage one or more employees. An employee must be managed by one employee.
   D. An employee may belong to one company’s branch. A company’s branch must have one or more employees.

5. Resolve the many-to-many relationship set between students and teachers. Think of additional attributes for the new entity.

6. Given the following entities within a logical data model, a graphical representation of the relationship and entity sets has to be provided:
   - a company’s branch;
   - employees and their relatives of the company’s branch;

Draft a data model diagram.
7. In a University logical data model, choose the best relationship name from STUDENT to GRADE:

A. Each STUDENT must be the receiver of one or more GRADES.
B. Each STUDENT must be the sender of one or more GRADES.
C. Each STUDENT may be the receiver of one or more GRADES.
D. Each STUDENT may be the producer of one or more GRADES.
Chapter 4 – Domain Models

In this chapter, you will learn how to create a domain model. Domain models describe domain data types and their constraints that are specific to an organization. You can define domain models as part of the logical data model, or you can create a separate domain model that can be used throughout all logical and physical data models for a project.

You will create a domain model that can be used to model what information should be secured in a test environment – in particular, you will secure the social security numbers, last names, and email addresses of each student. The test system will be populated with realistic data, and the privacy rules that you specify ensure that sensitive information is still protected. Then, you will associate this domain model with the data objects in the logical data model.

Note:
The domain models that you create in InfoSphere Data Architect can be shared with the Optim Data Privacy Solution suite of products. To learn more about the Optim Data Privacy Solutions, visit this URL:

4.1 Domain models

Domain models describe the domain data types and their constraints that an organization allows. You can create organization-specific data types within a domain model (in other words, data types that describe aspects of a certain domain). Using a domain data type instead of the base data type ensures that you maintain consistency across an organization, and you can reuse the common data type definitions to make your team more efficient.

Domain data types can be stored in a domain model or as part of a logical data model. You can associate a domain data model with a data design project so that the domain data types are available for all of your logical and physical data models. Using atomic domains instead of base data types ensures consistency among team members.
A domain model consists of a group of domain data types. A domain data type represents a base data type that can be restricted by adding constraints. You can use the domain model to define the domain data types for attributes or columns within logical or physical data models.

Domain data types are based on base data types. For example, you can define domain data types for common descriptors, such as gender or grade. IBM InfoSphere Data Architect can be used to create domain models and atomic domains. These models can be shared among all team members who are working on modeling tasks. IBM InfoSphere Data Architect provides the tooling that helps you create and manage domain models. You can create a domain model from a wizard, either from an existing template or from scratch. Use the Data Project Explorer to add domain objects, then use the Properties view to modify them.

The following list details some best practices for domains:

- Group all domains into one or more domain models, so that these domains can be reused in future projects.
- Create a separate enterprise standard project that contains any glossary or domain model that is universally shared throughout the organization.
- Create a domain model within a specific project for legacy models that might have domains that were created before any enterprise domains if they do not conform to the newer enterprise standard.
- Give the domain model a meaningful name. You might want to include “domain” as part of the model name to easily identify the domain model in the Data Project Explorer view.
- Create subpackages (separate domain packages under the root domain package) to provide a logical grouping of domains within a specific business subject area.

Now that you have created the base logical data model, you have been asked to also store sensitive information within the logical data model, including social security numbers and email addresses. Before you expand the logical data model to include this information, you decide to create a domain model that will secure this sensitive information. Then, you will create new attributes in the STUDENT entity and use the domain model data types to define the attributes.

First, let's define a domain model to protect personally identifiable information. This domain model will help you ensure that the personal information of students is protected.

### 4.1.1 Creating a blank domain model

Let's create the STUDENT_PII_DOMAIN domain model:

1. Right-click the Data Models folder in the Data Project Explorer, then select New -> Domain Model. The New Domain Model window opens.
2. Specify the File name for the domain model: `STUDENT_PII_DOMAIN`.

3. Make sure that the Add to project properties option is selected, then click Finish. The `STUDENT_PII_DOMAIN.ddm` domain model is created in the Data Models folder of the data design project.

4. Specify the name for the root package of the domain model:
   a. Select the package underneath the `STUDENT_PII_DOMAIN` domain model, as shown in Figure 4.1.

   ![Figure 4.1 – Selecting the STUDENT_PII_DOMAIN domain model](image)
   
   The properties for the package display in the Properties view.
   
   b. Specify the following name in the Name field: `STUDENT_PII_ROOT`

4. Save your work.

The domain model and package are created and displayed in the Data Project Explorer. Now that you have created an empty domain model, you can add an atomic domain, list domain, or union domain. In this exercise, you will add an atomic domain to secure the social security numbers of each student.

### 4.1.2 Atomic domains

Atomic domains are custom data types that you create to maintain consistency across your organization. You create domain-specific rules, then use these rules to define other objects within your data models.

For example, you could define a domain model for grades to ensure that no values outside an appropriate range are entered. You can only accept values between 1 and 10 on a 10-point scale.
You can also create a domain model to specify when data is private and requires masking, such as a student or a teacher identifier.

By default, data masking is not enforced, but to ensure privacy of sensitive data elements, you should enforce data privacy.

With an atomic domain, you typically specify privacy rules for four areas:

- **Classification:** In a test environment, how should this data be classified? Is it personally identifiable information, or is it confidential?
- **Enforcement:** In a test environment, is privacy for this atomic domain required, not required, or simply a best practice?
- **Privacy policy type:** What type of information do you want to mask in a test environment?
- **Privacy policy:** What type of masking should a test system use?

### 4.1.2.1 Creating an atomic domain

You decide that you should first secure student social security numbers. To do this, you will create a new atomic domain, SSN, that will display a random social security number to mask that sensitive piece of information.

This atomic domain creates a unique data type within the data design project, and you can use this special data type for various models throughout your project. This domain model can be used throughout the design process to define the policies that you should apply to the student information stored in this model. This will help you ensure consistency across your data models.

Let's create the SSN and STUDENT_ID atomic domains:

1. Right-click on the STUDENT_PII_ROOT package, then select *Add Data Object* -> *Atomic Domain*. A new atomic domain object is created in the Data Project Explorer under the root domain package.
2. Name the atomic domain object **SSN**.
3. Define the base data type of the SSN atomic domain object in the *General* tab of the Properties view. Since social security numbers contain both numbers and dashes, you should specify a base data type of CHAR(11).
4. Specify the data privacy properties for this atomic domain data type:
   a. Open the *Data Privacy* tab of the Properties view.
   b. Specify the following settings to mask the students' social security numbers:
      - **Classification:** Personally Identifiable Information
      - **Enforcement:** Required
      - **Privacy Policy Type:** Social Security Number (SSN)
5. Create the STUDENT_ID atomic domain with the following options:

- **Base data type**: CHAR(10)
- **Classification**: Personally Identifiable Information
- **Enforcement**: Required
- **Privacy Policy Type**: Shuffle
- **Privacy Policy**: Random Shuffle

Specifying these options allows you to specify to your teams that any attributes or columns that make use of this domain model should be masked in test environments. This helps reduce the chance that any data that can identify students at the university is not inadvertently given out.

### 4.1.3 List domains and union domains

A list domain is one whose values are whitespace-separated, such as `AvailableSizes (10 12 14)`. These are a type of atomic domain.

A union domain has values that are a union of atomic values or list values or union values. For example, you can create a union domain, `DressSize`, that allows a value to be either an integer from 2 to 18 or one of the string values `small`, `medium`, `large`.

**Note:**

You do not create a list domain or atomic domain in this book. The definitions are provided here for informational purposes only.

### 4.2 Associating domain model elements with logical data model elements

Once you have created elements within a domain model, you should associate them with the elements in the logical data model. By associating the domain model with a logical data model (and later, the physical data model), you are taking the first steps toward identifying the business requirements that are necessary to privatize the information, so that your policies can be shared with other teams and systems. Then, you can export this domain model to Optim Designer (part of the Optim Data Privacy solution), where you can replace the data in entities and columns that are associated with this domain model with fake (or secured) data. A common application of this is to create a test database and populate it with realistic data and test how data objects associated with the domain model are secured.

**Note:**

Masking data should only be done on test systems.
For the purposes of this book, you should associate the SSN atomic domain with a corresponding attribute in the STUDENT entity. To secure the social security numbers of the students, you will specify the special data type that you created within the SSN atomic domain. You should also create an atomic domain to secure the student ID numbers of each student.

To specify specialized, atomic domain data types for these attributes:

1. First, create a new attribute for the STUDENT entity, and name it STUDENT SSN.
2. Select the attribute in the Data Project Explorer. The properties for the STUDENT SSN attribute display in the Properties view.
3. Change the data type for the STUDENT SSN attribute:
   a. Open the Type tab of the Properties view.
   b. Click the ellipsis (…) next to the Data Type field. The Select a Data Type window opens.
   c. Select the SSN data type from the STUDENT_PII_ROOT package, as shown in Figure 4.2.

![Figure 4.2 – Selecting the atomic domain data type](image)
The domain data type is specified in the Data Type field of the SSN attribute.

4. Change the data type for the STUDENT ID attribute:
   a. Open the Data Type tab of the Properties view.
   b. Click the ellipsis (…) next to the Data Type field. The Select a Data Type window opens.
   c. Select the STUDENT_ID data type from the STUDENT_PII_ROOT package.

5. Save your work.

4.3 Exercise
Complete the STUDENT_PII_DOMAIN domain model.

1. Create the following atomic domain elements:
   - EMAIL: The base type is VARCHAR(128). This is personally identifiable information, and the privacy for this element is required. To mask the data, a random email address should be used.
   - LAST_NAME: The base type is VARCHAR(128). This is personally identifiable information, and the privacy for this element is only a best practice. When masking the data, use a random shuffle as the privacy policy.

2. Create the EMAIL ADDR attribute in the STUDENT entity, and associate the EMAIL atomic domain element with that attribute.

3. Associate the LAST_NAME attribute with the LAST NAME atomic domain.

4. Save your work.

4.4 Summary
This chapter summarized how to create a domain model within IBM InfoSphere Data Architect. You learned how to associate this domain model with an existing logical data model and to identify information that should be privatized when you or other teams are testing your models and systems.

4.5 Review questions
1. What is the definition of a domain model?
2. What information is stored in a domain model?
3. True or false: Domain models help you identify the data privacy policies for your enterprise.
4. True or False: You can define your own data types with a domain model.
5. What is a nested domain?
Chapter 5 – Physical Data Modeling

In this chapter, you will learn about physical data models and how they differ from logical data models. You will also learn how to transform a logical data model into a physical data model. By the end of the chapter, you will learn how to create and use a physical data model to create database-specific DDL statements that can turn your data modeling exercises into a functional schema.
5.1 Physical data modeling: The big picture

*Physical data models* are data models that are specific to a database, and they are based on database specifications. With a physical data model, you can model storage that includes partitions, table spaces, or indexes, in addition to other storage objects.

You can model data by making use of specific properties available within a specific database and database platform. For example, physical data models will vary depending on whether they are modeled for DB2 systems, Oracle systems, or SQL Server systems. IBM InfoSphere Data Architect supports many different database system types and versions, and you can use a physical data model to create the database-specific data objects for these systems.

**Note:**

InfoSphere Data Architect only supports storage modeling for DB2 for Linux, UNIX, and Windows, DB2 for z/OS®, and DB2 for i5/OS® databases. You can still create tables, columns, and other related objects within the workbench, but data objects from other database vendors, such as table spaces and buffer pools, are not supported.

For this book, you will be working with models that are designed for a DB2 system.

Typically, when you work with a physical data model, you use the following task flow:

1. Create a physical data model, either from scratch, template, transforming from a logical data model, or importing from another system.
2. Refine the physical data model by adding storage objects, indexes, and views.
3. Generate the DDL to deploy the database and/or schema.
4. Run the DDL script that creates the data objects on the server.

So you might be asking yourself, “What are the differences between a logical and physical data model?” Table 5.1 summarizes the differences.

<table>
<thead>
<tr>
<th>Logical data models</th>
<th>Physical data models</th>
</tr>
</thead>
<tbody>
<tr>
<td>Do not correspond to any database vendor</td>
<td>Always correspond to a database vendor and database version</td>
</tr>
<tr>
<td>Based on a higher level of abstraction; more generic</td>
<td>More specific; closer to the design of an actual database</td>
</tr>
<tr>
<td>Physical storage is not taken into account</td>
<td>Used to model physical storage for supported database vendors</td>
</tr>
<tr>
<td>Does not require database vendor construction knowledge; requires to know how the model will be used</td>
<td>Requires knowledge about database vendors and how models are constructed for each platform; requires information about how data</td>
</tr>
</tbody>
</table>
**5.2 Creating a physical data model from scratch**

Ideally, you would first create a logical data model before you create a physical data model. This helps you keep the logical and physical designs separate, allowing you to modify data models at the logical level before you design the physical storage aspects of a database or schema.

However, it is possible to create a blank physical data model within the workbench.

**Note:**
The steps below are provided for reference only. You do not need to perform these steps to continue with the design of the student information system. In the next section, you will learn how to transform to the physical data model.

To create a blank physical data model:

2. Complete the wizard. You can create a blank physical data model, or you can reverse-engineer an existing database, schema, or DDL script. Reverse-engineering is covered in a later chapter.
3. Use the workbench to add data objects, such as tables, schemas, or columns. Right-click on various objects within the data model to see which data objects you can add from the context menu, or create a diagram to visualize these data objects and their relationships.

**5.3 Transforming a logical data model to a physical data model**

Instead of creating a physical data model from scratch, you will use the existing logical data model (*STUDENT_INFO_SYSTEM.ldm*) that you created in the previous chapters and transform it to a physical data model. The transformation process creates the physical design of a database or schema for you, which saves you the work of manually creating tables, columns, and other data objects.

After you transform from the logical data model, you will add more specific properties to the physical data model and bring it one step closer to a functional, deployable data model.

**Note:**
The data types that are mapped from one data model to another depend on what you have specified in the Preferences window. To ensure that data types are mapped correctly between the logical data model and the new physical data model:
1. Open the Preferences window from the main menu by clicking *Window > Preferences*.  
2. Expand the Data Management node and find the *Transform > Data Type Map* page.  
3. Expand the Data Type Map node in the Preferences window to specify the options for data type mapping between logical and physical data models and the various database vendors.

To transform a logical data model into a physical data model:

1. Select the **STUDENT_INFO_SYSTEM.ldm** file in the data design project.  
2. From the main menu, click *Data -> Transform -> Physical Data Model*. The Transform to Physical Data Model wizard opens.  
3. On the Target Physical Data Model page, select the *Create new model* radio button, then click *Next*.  
4. Complete the Physical Data Model File page:
   
   a. Specify the *University Info System* data design project as the destination folder.  
   b. Specify *DB2 for Linux, UNIX, and Windows* as the database type.  
   c. Select V9.7 as the database version.  
   d. Click *Next*.  
5. On the Options page, in the *Schema name* field, specify **STUDENT_LIFE**, then click *Next*. The Options page is shown in *Figure 5.1*.
Figure 5.1 – Completing the Options page

**Note:**

As a best practice, you should select the *Generate traceability* option. This option allows you to identify dependencies between the logical and physical data models, which helps you perform impact analysis when refining your data models.

6. On the Output page, click *Finish*. The physical data model is created in the *Data Models* folder of the data design project, and the file opens in the editor view.

7. Give the new database a more descriptive name.
   a. Select the Database object under the physical data model.
   b. In the *General* tab of the Properties view, specify **SAMPLE** as the new name.

8. Save your work.
Figure 5.2 shows the data objects and folders that are created after you complete the transformation process.

![New physical data model and data objects](image)

**Figure 5.2 – New physical data model and data objects**

### 5.4 Working on your physical data model

#### 5.4.1 Anatomy of your model

Figure 5.3 shows you what a physical data model looks like.
Every physical data model has the following characteristics:

- **File extension**: The file extension at the end of each physical data model file name is `.dbm`.

- **Schema and database design**:  
  - The structure is more or less the same as a logical data model.  
  - As you have learned previously, logical data models contain a single package, where you can store subpackages, entities, and diagrams. Physical data models, on the other hand, store information in databases. Each database can have multiple schemas, and each schema can contain multiple tables.

- **Diagrams**:  
  - When you transform a diagram from a logical data model, your design is intact, including notes, formatting, and relationships. The only difference is in the icons used to depict the new tables, columns, and other data objects that you design.
As with logical data models, you can create physical data model diagrams to help you visualize and understand the design of complex data models. Storage diagrams: You can create diagrams to help you model the storage of your DB2 databases. This includes partitions, table spaces, buffer pools, and other storage objects. SQL statements: The SQL Scripts folder stores SQL scripts that you create within the physical data model.

If you explore the physical data model, you will see that even the atomic domain elements that you specified are carried over into the new physical data model.

### 5.4.2 Storage modeling in DB2

Storage modeling for DB2 involves creating table spaces, partitions, and partition groups of a database setup.

**Note:**

With IBM InfoSphere Data Architect, you can only model the storage of a DB2 for Linux, UNIX, and Windows database, or DB2 for z/OS database.

For more information about the DB2 storage model, refer to the book *Getting started with DB2 Express-C*, that is part of this book series.

This chapter does not cover how to model storage in detail, because the schema we are creating is very small. However, this section does explain the basic concepts behind storage modeling and the information that you should keep in mind when you design the storage for complex data models.

#### 5.4.2.1 Table spaces

The data for databases is stored in table spaces. Table spaces are database vendor-specific.

**Note:**

To learn more about table spaces in DB2 for Linux, UNIX, and Windows, visit the following URL:


To learn more about table spaces in DB2 for z/OS:


Table spaces are typically managed in one of two ways:
• **System-managed space:** The operating system will manage the table spaces. Containers are defined as operating system files, and they are accessed using operating system calls. This means that the operating system handles the following actions:
  - Buffering of input and output
  - Space allocation
  - Automatic extension of the table space

• **Database-managed space:** The database manages the table spaces. Containers are defined as files, which will be fully allocated with the size given when the space is created, or as devices. When you use DB2 to manage your table spaces, it will handle the following actions:
  - Buffering of input and output (as much as the allocation method and operating system allows)
  - Extending containers when using ALTER TABLESPACE
  - Releasing unused portions of database-managed containers

Each table space has at least one container. A container belongs to a single table space (but a table space can have more than one container). You can only add a container to a system-managed table space when the database is partitioned, and the partition does not yet have a container allocated for that table space. When you add a container to a table space, the data is distributed across all of the containers.

When you specify a table space, you need to consider the following settings (found on the General tab of the Properties view of the table space):

• **Page size:** Defines the size of pages that are used for the table space. For DB2, the supported sizes include 4K, 8K, 16K, and 32K. The page size limits the row length and column count of the tables that can be placed in the table space. Table spaces are limited to 16,777,216 pages. Choosing a larger page size increases the capacity of the table space.

• **Extent size:** Specifies the number of pages that will be written to a container before the next container is used. The database manager cycles repeatedly through the containers as data is stored. This setting only has an effect when there are multiple containers for each table space.

• **Prefetch size:** Specifies the number of pages that are read from the table space when data prefetching is performed. Prefetching draws data that is needed by a query before they are actually referenced by the query. This allows the query to have the data ready when data input or output is performed. Prefetching is selected by the database manager when it determines that it needs to use sequential input and output, and prefetching the data will improve performance.
Best practice:

Set the prefetch size as a multiple of the extent size value and the number of table space containers. For example, if your extent size is 32 and there are 4 containers, then the prefetch size should be 128, 256, or other multiples of 128. If a table is used often, create a separate table space for that table to improve performance.

- **Overhead and transfer rate**: Determines the cost of input and output during query optimization. Values are measured in milliseconds, and they should be the average for all containers. Overhead is the time that is associated with input-output controller activity, disk seek time, and rotational latency. The transfer rate is the amount of time that is needed to read a page into memory. These values can be calculated based on hardware specifications.

### 5.4.2.2 Buffer pools

A **buffer pool** is associated with a single database, and it can be used by more than one table space. When you create a buffer pool for a table space, you must ensure that the table space size and the buffer pool page size are the same for all of the table spaces that the buffer pool services. A table space can use only one buffer pool.

Adequate buffer pool size is essential to good database performance, because it reduces the amount of input and output by the disk, which is the most time-consuming database operation. Large buffer pools also have an effect on query optimization, because more of the work can be done in memory.

### 5.4.2.3 Performance implications of storage modeling

When you design the storage of a schema or database, you should focus primarily on utilizing buffers and maximizing the amount of parallelism for input and output. Use the following task flow to ensure that your storage models are efficient:

1. Determine the constraints given by the table designs. You might have to use more than one regular table space.
2. Consider whether having the tables in large table spaces with different settings is likely to increase performance.
3. Design a tentative table space.
4. Consider using buffer pools, which might help you improve upon your table space design.
5. Allocate containers to the table spaces.
6. Refine the model, and verify that your design is solid by thoroughly testing and benchmarking the model.
As a general rule, start out with the simplest design. Only allow complexity if and when performance is impacted.

5.5 Refining the physical data model

Now that we have transformed a logical data model into a physical data model, we should make some final refinements before we generate the DDL to deploy the database. First, we will rearrange the columns of the STUDENT table into a more logical order. Then, we will create a role and add a user to the database.

5.5.1 Rearranging columns in a physical data model

When you created the logical data model, you were more concerned with modeling what attributes and data characteristics must go into each entity. Let's rearrange the columns of the STUDENT table to make the object more easily understood to an end user.

To rearrange the columns, perform the following steps:

1. Select the STUDENT table under the STUDENT_LIFE schema. The properties of the table display in the Properties view.
2. Open the Columns tab of the Properties view.
3. Rearrange the columns to identify vital student information first:
   a. Make the FIRST_NAME column the first column in the table. Select the FIRST_NAME column, then press the Move Column Up arrow (↑) to place it first in the table. The columns should now look like the image in Figure 5.4.
   b. Make the LAST_NAME column the second column in the table by moving it under the FIRST_NAME column.
   c. Make the STUDENT_SSN column the fourth column in the table.
   d. Make the EMAIL_ADDR column the fifth column in the table.

The columns should be in the order displayed in Figure 5.5.
5.5.2 Creating roles within the physical data model

Roles simplify the administration and management of privileges. A role is a database object that groups together one or more privileges and can be assigned to users, groups, PUBLIC, or other roles. Roles provide several advantages that make it easier to manage privileges in a database system:

- **Security administrators** (SECADM) can control access to their databases in a way that mirrors the structure of their organizations. They can create roles in the database that map directly to the job functions in their organizations.

- **Users** are granted membership in the roles that reflect their job responsibilities. As their job responsibilities change, their membership in roles can be easily granted and revoked.

- The assignment of privileges is simplified. Instead of granting the same set of privileges to each individual user in a particular job function, the administrator can grant this set of privileges to a role that represents that job function and then grant that role to each user in that job function.

- A role’s privileges can be updated and all users who have been granted that role receive the update. The administrator does not need to update the privileges for every user on an individual basis.

- The privileges and authorities granted to roles are always used when you create views, triggers, materialized query tables (MQTs), static SQL and SQL routines, whereas privileges and authorities granted to groups (directly or indirectly) are not used. Because roles are managed inside the database, the DB2 database system can determine when authorization changes and act accordingly.
All of the roles assigned to a user are enabled when that user establishes a connection, so all privileges and authorities granted to roles are taken into account when a user connects. Roles cannot be explicitly enabled or disabled.

The security administrator can delegate management of a role to others.

All DB2 privileges and authorities that can be granted within a database can be granted to a role. For example, a role can be granted any of the following authorities and privileges:

- DBADM, SECADM, LOAD, and IMPLICIT_SCHEMA database authorities
- CONNECT, CREATETAB, CREATE_NOT_FENCED, BINDADD, CREATE_EXTERNAL_ROUTINE, or QUIESCE_CONNECT database authorities
- Any database object privilege (including CONTROL)

A user's roles are automatically enabled and considered for authorization when a user connects to a database; you do not need to activate a role by using the SET ROLE statement. For example, when you create a view, a materialized query table (MQT), a trigger, a package, or an SQL routine, the privileges that you gain through roles apply.

A role does not have an owner.

After speaking with your information system team, it is determined that you should create a role for application developers, so that they can connect to your system. This role that you create can be used to grant certain elevated privileges to the application developers so that they can deploy stored procedures, routines, and other data objects that easily access your schemas and databases.

To create the APP_DEV role:

1. Right-click on the SAMPLE database object, then select Add Data Object -> Role. A new role is created in the Data Project Explorer.
2. Name the role APP_DEV.
3. Add the privileges to the role:
   a. Open the Privileges tab of the Properties view. Make sure the Database tab is selected.
   b. Click the New (⟨) button. The Grant New Privileges window opens.
   c. Select the BINDADD, CONNECT, CREATE_EXTERNAL_ROUTINE, and CREATE_NOT_FENCED_ROUTINE options, then click OK. The database privileges are added to the role.
4. Save your work.

The role is created within the physical data model. Once you deploy the DDL that you generate in section 5.6 DDL generation, you can assign users to this role.
5.5.3 Adding a user ID to the physical data model

To ensure that specific users can access the database once it is deployed, you should add those user IDs to the physical data model. You can also add other users, but let's start with the default user1 ID that is created for most DB2 databases:

1. Right-click on the SAMPLE database and select Add Data Object -> User. A new user object is created in the physical data model.

2. Specify user1 as the name of the user. An example of this is shown in Figure 5.6.

![Image of specifying a user](image)

Figure 5.6 – Specifying a user

3. In the Privileges tab of the Properties view, make sure that you are in the Database section.

4. Click the New ( ơn) button. The Grant New Privileges window opens.

5. Select all of the privileges, then click OK.

6. Save your work.

The privileges are added to the user1 user ID. Now that user will have full access to the database.

5.5.4 Validating the physical data model

Before you deploy the physical data model, you should validate it. When you validate the model, the workbench checks the model to ensure that valid DDL can be generated from the data model. The validation process also ensures that your model not only adheres to the design standards that you have created, but that it adheres to the common data modeling standards. These “best practice” rules are built into the product, making it easier for you to ensure that your model is well-designed before you deploy it.
To validate the physical data model:

1. Right-click on the SAMPLE database in the Data Project Explorer, then select Analyze Model. The Analyze Model wizard opens. By default, all of the Physical data model rules are selected.

2. Deselect the Dimensional Modeling and Naming Standard options, then click Finish.

Note:
Dimensional modeling is not a topic that is covered in this book. For more information about dimensional modeling and its benefits, visit the IBM InfoSphere Data Architect information center at http://publib.boulder.ibm.com/infocenter/rdahelp/v7r5/index.jsp.

The model is analyzed, and you see a list of warnings and informational messages in the Problems view, as shown in Figure 5.7.

Figure 5.7 – List of warnings in the Problems view

For the purposes of this exercise, you do not have to take any steps to correct warnings and informational messages; these messages simply let you know of potential issues that can impact performance or alert you of where SQL statements might fail. For example, when information is INSERTed for the data objects in Figure 5.7, the update might fail, because no default value is explicitly set for the columns that are set to NOT NULL. Since your data model is relatively small and will not go into a real production environment, you do not need to correct these warnings by creating table spaces and indexes.

However, it is considered a best practice to evaluate each warning to ensure the best performance of your schemas and databases.
5.6 DDL generation

Now that you have generated a complete physical data model, you are aware of the process of creating, editing, and updating data models. Now that you’ve completed this process, how do you deploy the database to a test or production environment?

IBM InfoSphere Data Architect is capable of creating database-specific data definition language (DDL) scripts from the model that you have created. After you generate the DDL script, you can run it on the server, and users can access the model as part of the database.

5.6.1 Generating the DDL script from the database object

You generate the DDL script from the database object of the physical data model. The Generate DDL wizard will create the SQL statements to deploy your database on a server.

Let's create a DDL script to deploy your new database:

1. Connect to the SAMPLE database by right-clicking on the connection in the Data Source Explorer and selecting Connect.

   **Note:**
   If you are not deploying the DDL as part of the DDL generation, you do not need to connect to the database as the first step.

2. Right-click on the SAMPLE database in the Data Project Explorer, then select Generate DDL. The Generate DDL wizard opens.

3. On the Options page of the wizard, make sure that all of the options are selected, then click Next.

*Table 5.1* explains the options on the Options page:

<table>
<thead>
<tr>
<th>Option</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Check model</td>
<td>The model is validated before the script is created.</td>
</tr>
<tr>
<td>Fully qualified names</td>
<td>Any object is referenced by its full name. For example, the STUDENT table of the STUDENT_LIFE schema is referenced as STUDENT_LIFE.STUDENT.</td>
</tr>
<tr>
<td>Quoted identifiers</td>
<td>Specifies if you need to address object within quotes. This is done if you want to consider “Table A” and “TABLE A” as two different objects.</td>
</tr>
<tr>
<td>DROP statements</td>
<td>Includes DROP statements at the beginning of the DDL script to drop objects if they are</td>
</tr>
</tbody>
</table>
Table 5.1 – Available model elements that you can add to the DDL script

<table>
<thead>
<tr>
<th>Model Element</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>CREATE statements</td>
<td>Includes CREATE statements in the DDL to create or re-create data objects.</td>
</tr>
<tr>
<td>COMMENT ON statements</td>
<td>Includes the statements from the Documentation tab of the Properties view of</td>
</tr>
<tr>
<td></td>
<td>the data objects.</td>
</tr>
<tr>
<td>IN TABLESPACE clause</td>
<td>Takes info from the storage model or the default table space and adds it to</td>
</tr>
<tr>
<td></td>
<td>the DDL script.</td>
</tr>
</tbody>
</table>

4. Keep the default settings on the Objects page, then click Next.

5. On the Save and Run DDL page, specify the following file name:
   DEPLOY_SYS.sql.

   **Note:**

   The DDL script is displayed in the Preview DDL section of the page. Use this section to verify that your script contains all of the SQL that you need to deploy the information system to the server. The first part of the SQL makes sure that none of the data objects exist on the server. Then, the SQL will re-create these data objects and make sure that the role you have specified is, in fact, created on the server.

6. Select the Run DDL on server option, then click Next.

7. Complete the Select Connection page by selecting the SAMPLE database.

8. Review your choices on the Summary page. You cannot change the options on this page. Once you are ready to generate the script, click Next.

9. On the Select Connection page, select the SAMPLE database connection, then click Next.


The DDL script is generated and saved in the SQL Scripts folder of the data design project, as shown in Figure 5.8.
The DDL script also runs on the server. This deploys your new database and schema to the DB2 system, where it can be populated with data, and application developers can create applications to query and report on the data. To verify that the schema has deployed, open the Data Source Explorer view, and expand the SAMPLE node and database. Locate and expand the Schemas folder and look for the STUDENT_LIFE schema, now created in the database. This is shown in Figure 5.9.
5.7 Exercise

Generate a new DDL script for the physical data model:

1. On the Options page of the Generate DDL wizard, make sure the following items are not selected:
   - DROP statements
   - COMMENT ON statements
   - Use domain if exists

2. On the Objects page of the Generate DDL wizard, only generate statements for the following objects:
   - Tables
   - Privileges
   - Primary key constraint
   - Roles

3. Complete the Save and Run DDL page of the wizard:
   a. Specify `EXERCISE_5_7.sql` as the file name.
b. Select the *Open DDL file for editing* option.

4. Complete the wizard.

5. Select both SQL files that you have created (DEPLOY_SYS.sql and EXERCISE_5_7.sql), then right-click and select *Compare With -> Each Other*. The compare editor opens. What are the differences in the files?

### 5.8 Summary

In this chapter, you learned about physical data models. Physical data models are the next step in the data design process; they take the logical design and help you draft the physical storage (tables, columns, indexes, and other data objects) for the database and server.

You also learned about data definition language (DDL) files and how they can be used to deploy the data models that you create with IBM InfoSphere Data Architect. DDL scripts contain the queries that are necessary to drop, create, or modify data objects.

### 5.9 Review questions

1. What is a physical data model?

2. Physical data models can model one or all of the following objects:
   
   A. Tables
   
   B. Roles
   
   C. Schemas
   
   D. All of the above

3. From which objects of the physical data model do you generate DDL scripts?

4. True or false: You cannot preview the DDL script before you create it in your workspace.

5. What is the purpose of storage modeling?

6. What storage model objects can you create in a physical data model?

7. True or false: You must have a logical data model before you create a physical data model. You cannot create a physical data model from scratch.

### 5.10 What's next?

Congratulations! You have designed and deployed a complete data model.

In the next chapter, you will learn how to generate informative reports about your data models.
PART III – ITERATIVE DESIGN: REPORTING, REVISING, AND ANALYZING
Chapter 6 – Generating Reports, Importing, and Exporting

Reporting is an important feature of IBM InfoSphere Data Architect. The information provided by reports can be copied, printed, and distributed as one physical document. Reports are used to provide compliance information in many organizations.

The Import/Export feature in IBM InfoSphere Data Architect helps you ensure that your data models are compatible with other data modeling, design, and reporting tools. The Import/Export feature allows you to import existing data models from compatible data modeling tools and export to compatible data modeling tools and formats.
6.1 Reporting, importing, and exporting: The big picture

When you create reports within the workbench, you can provide information on all or part of a model; that is, a list of objects and their relationships. IBM InfoSphere Data Architect provides a wide range of built-in reports or templates for your logical, physical, domain, and glossary models. Figure 6.1 illustrates the big picture of reporting and import/export.

![Figure 6.1 – Reporting, importing, and exporting in the workbench](image)

The left side of Figure 6.1 illustrates the import and export capabilities of IBM InfoSphere Data Architect. The import feature of IBM InfoSphere Data Architect allows you to convert the data model from another tool into either a physical data model or logical data model in IBM InfoSphere Data Architect. The export feature of IBM InfoSphere Data Architect allows you to convert either a physical data model or logical data model in IBM InfoSphere Data Architect to the format that is supported by other tool that you want to export the data model to.

The right side of Figure 6.1 illustrates the reporting capabilities of IBM InfoSphere Data Architect. You can generate reports for your logical, physical, domain, and glossary models in 6 different formats: HTML, PDF, PowerPoint, Excel, Word (.doc), and PostScript.

**Note:**

You can only import or export physical or logical data models or domain models.
6.2 An insight into reporting

The reporting feature of IBM InfoSphere Data Architect allows you to generate reports that help you analyze a data model or a package. There are various built-in templates available in IBM InfoSphere Data Architect which can be used to generate a report. You will see the information related to various built-in templates in IBM InfoSphere Data Architect in the next section.

Reporting in IBM InfoSphere Data Architect is done via two methods:
- Business Intelligence Reporting Tool (BIRT) reporting
- XSLT reporting

*BIRT reports* are a widely used reporting format in IBM InfoSphere Data Architect. It gives greater flexibility and more options for the output format of a report. It supports multiple output formats.

*XSLT reports* only support PDF output.

IBM InfoSphere Data Architect supports various built-in templates to generate reports for your logical, physical, glossary and mapping models. The file extension for a BIRT report template is `.rptdesign`, and for an XSLT report, the file extension is `.xsl`.

**Note:**

You can also create your own report templates. You will create one later in the Exercise section of this chapter.

6.3 Generating a BIRT report

Let’s learn how to create a BIRT report by using an existing data model. We will use the existing `STUDENT_INFO_SYSTEM.dbm` physical data model to create a report in HTML format with the *Physical Data Model* report type.

First, you will see how easy it is to generate a physical data model report. Then, you will learn how to customize your reports by using the Report Design perspective to specify the data objects for which to create a report.

6.3.1 Generating a basic physical data model report

When you create a report model template, you can re-use them to produce reports that contain the same information and basic formatting. This helps you provide a consistent experience when presenting model reports to business process owners.

Use the Report Configurations window to create a report of your existing physical data model:

2. Double-click the *BIRT Report* option in the left pane. A new report configuration is created and opens in the Report Configurations window.
3. Specify the options for the report:
   a. In the *Name* field, specify `SDT_Info_Sys`. 
b. If it is not already selected, select the Built-in radio button, then click Browse. The Select Built-In Report window opens.

c. Expand the Physical Data Model Reports node, then select Physical Data Model Report. Click OK to add the report to the configuration.

d. In the Report Data section, in the Data Sources field, select the Data Source option., then click the Add button. The Load Resource window opens.

e. Click the Browse Workspace button, then expand the University Info System node and select the STUDENT_INFO_SYSTEM.dbm physical data model. Click OK.

f. Click OK to add the physical data model to the report configuration.

g. Click the Workspace button to specify a location to save the report. The Select Report Output Location window opens.

h. In the File name field, specify SDT_Info_Sys_Rpt, then click OK.

4. Click Report to generate the report.

The report is generated and opens in your default browser. As you can see, it's a somewhat generic report, and it contains all of the information about your physical data model.

IBM InfoSphere Data Architect also allows you to customize your report designs, making it even easier for you and your teams to make sense of the data model. Let's create a new report configuration to showcase important information about the columns in your physical data model.

Before you create the report configuration, you will set up the workbench environment to design the report. You will work in the Report Design perspective to create a report that displays the information about the physical data model in a report that you can then share with other members of your team. This report is useful to analyze the structure of the data model and place it in a more visual, understandable format.

6.3.2 Setting up the reporting environment

First, let's set up the report environment to design the report:

1. Open the Report Explorer view:
   a. Click Window -> Show View -> Other. The Show View window opens.
   b. Expand the Reporting node, then select the Report Explorer option. The Report Explorer view opens, and you see a list of report templates.

2. Copy the Blank physical Data Model Report (BlankPhysicalModel.rptdesign) template to the Other Files folder:
   a. In the Report Explorer view, expand the Physical Data Model node, then right-click Blank physical Data Model Report (BlankPhysicalModel.rptdesign) and select Copy.
   b. In the Data Project Explorer, expand the University Info System folder, right-click the Other Files folder and select Paste.
c. In the Data Project Explorer, right-click University Info System -> Other Files -> BlankPhysicalModel.rptdesign and click Rename. The Rename Resource window opens.

d. In the Rename Resource window, specify SDT_Info_Sys_custom for the new resource name and click OK.

3. Open the Report Design perspective:

   a. From the main menu, click Window -> Open Perspective -> Other. The Open Perspective window opens.

   b. In the Open Perspective window, select Report Design. The perspective opens. The Palette, Data Explorer, Outline, and Property Editor views are empty until you open a report design in the Report Editor view. Not all of the views are visible. For example, the Navigator and Outline views are configured so that only one view is visible. Click the tab to display the other view.

4. Open the SDT_Info_Sys_custom.rptdesign file in the Report Editor view:

   a. Open the Navigator view, located in the bottom half of the left pane by default.

   b. Expand the University Info System folder and double-click the SDT_Info_Sys_custom.rptdesign file. The report opens in the Report Editor, as shown in Figure 6.2.

![Figure 6.2 – Opening the report in the report editor](image)

5. Add the STUDENT_INFO_SYSTEM.dbm physical data model as a BIRT data source:

   a. Locate the Data Explorer, located in the top half of the left pane by default.
b. In the Data Explorer, expand the Data Sources folder, then right-click the Data Source object and click Edit. The Edit Data Source - Data Source window opens.


d. In the Load Resource window, click Browse workspace. The File Selection window opens.

e. Select STUDENT_INFO_SYSTEM.dbm under the University Info System node and click OK. This is shown in Figure 6.3.

![File Selection Window](image)

Figure 6.3 – Selecting the physical data model

f. Click OK to load the data model resource.

g. Click OK to save the data source.

5. Save your work.

The STUDENT_INFO_SYSTEM physical data model file is added as a BIRT data source. The report environment is now set up for you to start drafting your BIRT reports.

### 6.3.3 Adding data objects to a report

You have a blank report. In order to report on the information in the data model, you should add data objects to this report. Let’s start by creating a table that lists the columns in the tables of your schema:
1. First, add a title to the report:
   a. Open the Palette view by clicking the Palette tab, found in the top half of the left pane by default.
   b. From the Palette view, select and drag a Label element into the Layout page of the Report Editor.
   c. Double-click the label in the Report Editor and enter the following text for the label: Table and column report.
   d. In the Property Editor, select the General tab.
   e. Set the font weight to bold.
   f. Align the text in the center of the label. Click the Center button. The General tab should look like the following image:

   ![Property Editor for a label](image)

   **Figure 6.4 – Specifying text properties for a label**

2. Add a BIRT report table to the report:
   a. From the Palette view, drag a Table element into the Layout window after the report title. The Insert Table window opens.
   b. Set the number of columns to 2.
   c. Specify Column from the list of data set options. A two-column table is inserted into the report. The table contains a header row, a detail row, and a footer row. The Column data set is associated with the report table.

   **Note:**

   The Column data set is a predefined data set in the report design. In the Data Explorer view, you can see the data sets that are defined for the report design.

3. Specify a name for the report table, and update the format of the table:
   a. Open the Outline view, found in the bottom half of the left pane by default.
   b. Click SDT_Info_Sys_custom.rptdesign -> Body -> Table.
c. In the Property Editor view, select the General tab.

d. In the Name field, type Column Report.

Note:
The format of a BIRT report table can be set at the table level. You can override the properties within the table by selecting the element and updating the properties.

4. Add the Name and Full Data Type Information elements from the Column data set to the table:
   a. Open the Data Explorer view.
   b. Expand the Data Sets -> Column node and drag the Name element to the left column of the detail row in the table.
   c. Expand the Data Sets -> Column node and drag the Full Data Type Information element to the right column of the detail row in the table.

The report should now look like the image in Figure 6.6.
5. Set the table property to sort the data in the table by the data type, then by column name:
   a. Open the Outline view.
   b. Expand the `SDT_Info_Sys_custom.rptdesign -> Body` node, then select `Table – Column Report`. The `Table – Column Report` element opens in the Property Editor view.
   c. In the Property Editor, select the `Sorting` tab at the top of the view. Click `Add`. The New Sort Key window opens.
   d. In the `Key` field, select `Full Data Type Information` and click `OK`.
   e. Click the `Add` button to add another sort key.
   f. In the `Key` field, select `Name` and click `OK`.

You have created two sort keys for the table. When you generate the report later in this chapter, the information in the table will be sorted by the data type of each column and then by the name of each column.

6. Preview your report. At the bottom of the Report Editor view, click the `Preview` tab. Your report should look like the image in Figure 6.7.
You have created a basic BIRT report. Use the Preview tab to check the design of your reports before you run them.

Now, you should further modify this report to specify what tables these columns belong to. You will nest a table within the existing table in order to group and sort the columns to organize them according to the report design that you specify.

### 6.3.4 Grouping data in a report

Let's group the columns by table, maintaining the existing design of sorting the columns by data type and name. To group the data in the report:

1. Click the Layout tab at the bottom of the Report Editor.
2. Select the table. When you hover over the table, the Table handle appears, as shown in Figure 6.8. Select this handle.

The guide cells for the table appear to the left and top of the report table.

3. Add a group to sort the detail rows of the table by source table:
a. Right-click the detail row guide cell and click **Insert Group**. The detail row guide cell is the middle guide cell, as shown in *Figure 6.9.*

![Insert Group](image)

*Figure 6.9 – Insert a group with a detail guide cell*

The New Group window opens.

b. Specify **GroupByTable** as the name.

c. Specify **Source Table** as the **Group On** option.

d. Click **OK** to insert the group.

The table now contains a group to sort the columns by table. The report layout should look like the image in *Figure 6.10.*
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Figure 6.10 – Adding groups to the report

4. Format the [Source Table] element:
   a. In the Report Editor, select the [Source Table] element. The properties of the element display in the Property Editor view.
   b. In the Properties tab of the Property Editor, make sure the General tab is open.
   c. Change the font color to Maroon, and set the font weight to bold.

5. Format the [Full Data Type Information] element:
   a. In the Report Editor, select the [Full Data Type Information] element.
   b. In the Properties tab of the Property Editor, open the Padding tab.
   c. In the Left field, type 20.

6. Format the [Name] element:
   a. In the Report Editor, select the [Name] element.
   b. In the Properties tab of the Property Editor, open the Padding tab.
   c. In the Left field, type 40.

7. Create a header row:
   a. In the Report Editor, right-click the guide cell for the table header row that contains the [Full Data Type Information] element.
   b. Select Insert -> Row -> Below. A group header row is inserted into the report table.
   c. In the Report Editor, move the Name and Full Data Type Information labels from the first header row to the new row that you created. Drag the Name label to the left column, and drag the Full Data Type Information label to the right column.
   d. Delete the newly empty header row. Right-click on the guide cell for the first header row, then click Delete.
e. Format the Name label. Select the Name element. In the General tab, set the font weight to **Bold**, and in the Padding tab, set the left padding to 40.

f. Format the Full Data Type Information label. Select the Full Data Type Information label. In the General tab, set the font weight to **Bold**.

In the Layout tab of the Report editor, the table looks like the image in *Figure 6.11*.

![Figure 6.11 – Grouping and formatting data in a report](image-url)

8. Preview the report. Open the Preview tab of the Report Editor. The report should look like the image in *Figure 6.12*.

![Figure 6.12 – Previewing a modified report](image-url)

6.3.5 Adding dynamic text to a report

Now that you have created a basic report, you should improve the appearance of the report with dynamic text and formatting. A dynamic text label lets you clearly label elements of your data model, and the name of each data object displays dynamically according to text that you specify.
In the report that you have created, you should clearly label tables and columns, so that when you share this report with other members of your team (or business process owners), they will be able to clearly understand the design of your physical data model.

To format the report:

1. Open the Layout tab of the Report Editor.
2. Create dynamic text for the table header:
   a. Delete the [Source Table] element from the group header row.
   b. From the Palette, drag a Dynamic Text element into the header cell where you deleted the [Source Table] element. The Expression Builder window opens.
   c. In the Expression Builder window, add the following string to the Expression field, then click OK:

   "Table: " + row["Source Table"]

   The expression is added to the dynamic text element, as shown in Figure 6.13.

![Figure 6.13 – Adding a dynamic text element to a BIRT report](image)

3. Format the new dynamic text label:
   a. Make sure the label is selected in the Report Editor.
   b. In the Property Editor view, open the General tab. Set the font weight to Bold, and set the font color to Maroon.

4. Preview your report.

The report should look like the image in Figure 6.14.
6.3.6 Generating a report configuration from a template

Now, let's create a report configuration so that you can share your report with your team. You can also use this report configuration repeatedly, so as you make changes to the model, you can create new reports with minimal effort.

To generate a report from a BIRT template:

1. Open the Navigator view.
2. Select the report and create the configuration:
   b. Double-click the `BIRT Report` node to create a new report configuration.
   c. In the `Name` field, specify `SDT_Info_Sys_custom`.
   d. Select the `Location` radio button, then click the `Workspace` button to locate your report design in your workspace. The Select Report window opens.
   e. Expand the `University Info System` node, then select the `SDT_Info_Sys_custom.rptdesign` template that you just created. Click `OK` to add it to the report configuration.
   f. Specify a location for the report output. For example, specify `C:\Temp\IDA_Reports\Student_Info_Sys.html`.
   g. Click `Apply` to save the configuration.
3. Click `Report` to run the report configuration and generate a report.
The physical data model report configuration runs. Since you created an HTML report, your default browser opens the physical data model report. The files for the report are also saved to the location that you specified.

This report contains some of the information about your tables and columns. The HTML report is shown in Figure 6.15.

Note that the physical data model report does not actually display the data within the database. This type of report is useful to analyze the structure of your model with other members of your team.

Note:
The report configuration is saved to your workspace, as well. If the design of your model changes, simply run the report configuration by clicking Run -> Report -> Report Configurations, and select the report configuration that you want to run.

6.4 Generating XSLT reports

Let's produce one more report that contains all of the information about the logical data model that you have already created. This report will gather all of the information about the logical data model so that you can present detailed information to your team.

To create an XSLT report:

1. Switch to the Data perspective by clicking Window -> Open Perspective -> Other. The Open Perspective window opens. Select the Data perspective.

3. Double-click the Data Model Classic XSLT Report option to create a new XSLT report configuration.

4. Specify the following options for the new configuration:
   a. In the Name field, specify SDT_Info_Sys_XSLT.
   b. In the report input Location field, click Browse and select the STUDENT_INFO_SYSTEM.ldm logical data model.
   c. In the report input Element field, click Browse and select the STUDENT INFO SYSTEM package.
   d. Select the Built-in radio button in the Report section, then click Browse. The Select Built-In Report window opens.
   e. Expand the Logical Data Model (Classic XSLT Reports) node, then select Classic Sample Logical Model Report. Click OK to add the report type to the configuration.
   f. In the report output Location field, specify a file path and name. For example, specify C:\Temp\IDA_Reports\SDT_Info_Sys_XSLT.pdf.

5. Click Apply to save the configuration.

6. Click Report to run the configuration.

The report runs. After the report is generated, it opens. The report contains all of the information about the logical data model and describes all of the properties of your data objects. The diagram that you have created with IBM InfoSphere Data Architect is also included in the report, making it easy for non-technical members of your team to understand the relationships between the data objects.

6.5 Importing and exporting with IBM InfoSphere Data Architect

The import and export capabilities of IBM InfoSphere Data Architect allow you to import and export data models from IBM InfoSphere Data Architect to and from other modeling tools, such as IBM Cognos Framework Manager, IBM Rational Rose, or IBM Rational Software Architect.

When you import or export data models in and out of IBM InfoSphere Data Architect, the metadata from the data models is converted to a format that can be understood by the other modeling tools.

6.5.1 Exporting with the workbench

Let's use IBM InfoSphere Data Architect to export a logical data model to an XML file, so that when the data model is populated with information, business process owners can import the XML model file into tools that can use it to generate reports.

To export the data model:

1. From the main menu, click File -> Export. The Export wizard opens.
2. Expand the Data node and select Data Model Export Wizard, then click Next.
3. Complete the Select the Model page of the wizard:
   a. In the Model format field, specify W3C XML Schema 1.0 (XSD).
b. Click **Browse** next to the **Model** field, and select the `STUDENT_INFO_SYSTEM.ldm` logical data model file.

c. Click **Browse** next to the **Export to** field, and then specify that the exported data model should be saved to your data design project as `SDT_Info_Sys_Exp.xml`. An example of this is shown in Figure 6.16.

![Save As](image)

**Figure 6.16 – Exporting the data model and saving it to your project**

d. Click **Next**.

4. On the Select the Options page, click **Next**. The data model is exported.

5. Click **Finish** to save the exported data model and exit the Data Model Export wizard.

The exported model can be found in your data design project, under the **XML Schemas** folder.

**Note:**

Since you are exporting to an XML file, the diagram included with this model is not exported.

### 6.5.2 Importing a data model with the workbench

Although the exported model is already in your workbench, let's practice importing models. IBM InfoSphere Data Architect can read information from a number of other data modeling tools, making it easy for you to further refine and improve your data models with the workbench.
Let’s import the data model into the workbench:

1. From the main menu, click File -> Import. The Import wizard opens.
2. Expand the Data node and select Data Model Import Wizard, then click Next.
3. Complete the Select the Model page:
   a. In the Model Format field, select W3C XML Schema 1.0 (XSD).
   b. Click the Browse button next to the Model field, then select the SDT_Info_Sys_Exp.xml file.
   c. Click the Browse button next to the Target project field, then select the University Info System data design project.
   d. In the Model type field, select Logical only. This will generate a logical data model file, which you can revise and then transform into a physical data model.
   e. In the File name field, specify SDT_Info_Sys_Imp.
   f. Click Next.
4. On the Select the Options page, click Next.

The data model is transformed and imported into the data design project.

5. Click Finish to exit the Data Model Import wizard.

The model is located in your Data Models folder. When you expand the logical data model, you can see that your data model is complete.

6.6 Exercise

Create a customize template, SDT_Info_Sys_Diag.rptdesign, which will capture the diagram in the STUDENT_INFO_SYSTEM.ldm logical data model, including information about the entities in the diagram. Copy and modify a Blank Diagram Report to draft this report.

1. Insert a table with 1 column and 2 detail rows, and specify a diagram as the data set.
2. In the first detail row, insert an image of the diagram, and specify that you want to insert a dynamic image. Click the Select Image Data button to specify the data set binding for the row.
3. Click the Add button to add a new data binding that will let you add an image to the report. Specify the best data type to use for this row, in this case, Blob, then click the button next to the Expression field to open the Expression Builder window.
4. Use the Expression Builder window to specify the following expression for the data set row:
   dataSetRow[“Image”]
5. Once you’ve added the expression, select the check box next to the Column Binding data set, then click OK, then Insert the image in the table.
6. Nest (insert) a table in the second detail row, with 1 column and 2 detail rows and no data set.
7. In the new table, insert a grid with 2 rows and 1 column in the first detail row.
8. Insert a label, **Entity**, in the left column of the grid.

9. Use the Data Explorer to insert a **Entity -> Name** object in the right column of the grid.

10. Switch back to the Data perspective, then create a report configuration for the report template. Make sure that the data source of the template points to the **STUDENT_INFO_SYSTEM.ldm** logical data model file, so that the diagram within the logical data model can be pulled into the report. Specify that you want a PDF output, then run the report. The report should look like the image in **Figure 6.17**.

![Completed diagram report](image.png)

**Figure 6.17 – Completed diagram report**

### 6.7 Summary

In this chapter, you learned the fundamental concepts of creating reports for data models in IBM InfoSphere Data Architect. You learned how to generate different types of reports using various built-in templates available in the workbench.

You also learned how to import and export data models within IBM InfoSphere Data Architect. This feature helps you to convert different data models, so that they can be imported from or used with other tools.

### 6.8 Review questions

1. Which BIRT report output format is not supported in the workbench?
   
   A. HTML
B. PDF
C. Plain text
D. Microsoft Excel

2. Which of the following data models you can import or export in the workbench?
   A. Physical data model
   B. Glossary model
   C. Mapping model
   D. All of the above

3. Which of the following validity check is not supported when you export data models?
   A. Basic validity check
   B. Normal validity check
   C. No validity check
   D. Both A and C

4. What is the file extension for a BIRT report template?
   A. .xsl
   B. .xsldesign
   C. .rptdesign
   D. None of the above

5. Which report output format is supported by XSLT reports?
   A. PDF
   B. Microsoft Excel
   C. Plain text
   D. HTML
Chapter 7 – Reverse-Engineering

Often, companies have large schemas with multiple tables that are deployed to a database before you start your work as a data architect. If you need to make changes to these schemas, it takes a large amount of time and effort to manage these changes without affecting existing constraints or losing data.

However, you can create a physical data model from the existing set of database objects. After you reverse-engineer an existing database, making changes and deploying the set of changes in the model back to the database becomes an easy process. This is what we will be exploring in this chapter.

In this chapter you will learn about:

- Reverse-engineering from an existing database in the workbench
- Comparing and merging changes to your data models
- Generating the DDL to deploy your changes
7.1 Reverse-engineering: The big picture

We have seen how objects in the physical data model can be converted into objects in a database when you generate a DDL script that deploys them. Reverse-engineering is the opposite of this process: We convert an object in the database into an object in the physical data model. Figure 7.1 illustrates the big picture of reverse-engineering.

![Figure 7.1 – An overview of reverse-engineering](image)

The left side of Figure 7.1 illustrates that the process of reverse-engineering can be carried out from either a database or a DDL script. The reverse-engineering process creates a physical data model (.dbm) file in the Data Project Explorer of the workbench. This physical data model captures the information about the data objects in the database. Once you reverse-engineer to a physical data model, you can modify the data model, transform to a logical data model, or work with it as you would any other data model.

Once you make changes to the physical data model, you should deploy the changes to the database. Use the compare function in the workbench to match the physical data model against the database and show the differences between the model in development and the model in production. Then, you can analyze the impact that your changes will have to an existing data model. Finally, use the workbench to merge the changes and generate a delta DDL file that can deploy the changes to the database. When you run this script on a database, you make the necessary modifications to the database object without losing any existing data.

**Note:**

Although you can reverse-engineer from a DDL script or an existing database, you have more options when you reverse-engineer from a database. Since the database stores a lot of metadata in catalog tables, IBM InfoSphere Data Architect can make good use of that metadata to better populate the physical data model.
7.2 Reverse-engineering with the workbench

When you reverse-engineer a database, the workbench reads the details of the objects in the database and converts them to their equivalent representation in the physical data model. This simply means that if you reverse-engineer a schema that contains one table and one index, then the reverse-engineered physical data model will contain one schema with one table and one index.

To understand what happens when you reverse-engineer from a DDL script, consider the following example: A DDL script creates a schema that contains a table and an index in the database. When you reverse-engineer from the DDL script, the workbench creates an equivalent representation of the schema, the table, and the index in the physical data model. We will see the process in more detail in the next section.

7.2.1 Reverse-engineering from DDL

7.2.1.1 Creating a sample DDL script

First, let's create a sample DDL script from which to reverse-engineer. This DDL script creates the following database objects in the SAMPLE database connection:

- A database, named SAMPLEUNIV
- A schema, named UNIVERSITY, that belongs to the SAMPLEUNIV database
- Two tables in the schema, named DEPARTMENT and STUDENT

To create the sample DDL script:

1. Right-click on the SQL Scripts folder of your data design project, then select New -> SQL or XQuery Script. The New SQL or XQuery Script window opens.
2. Complete the New SQL or XQuery Script window:
   a. Specify the University Info System project.
   b. In the Name field, type SAMPLE_DDL.sql.
   c. Make sure that the following radio button is selected: SQL and XQuery Editor (for scripts that contain one or more SQL and XQuery statements)
   d. Click Finish.

The Select Connection Profile window opens.
3. Select the SAMPLE database connection profile. Since you aren't deploying the script, you do not need to worry about a connection at this point.

A blank SQL file is created and opens in the SQL Editor view.
4. Enter the following SQL statements to create the SAMPLEUNIV database with a UNIVERSITY schema and DEPARTMENT and STUDENT tables:

   CREATE DATABASE SAMPLEUNIV;
   CREATE SCHEMA "SAMPLEUNIV"."UNIVERSITY";
   CREATE TABLE "UNIVERSITY"."STUDENT"
     (STUDENT_ID CHAR(10) NOT NULL,
STUDENT_FIRSTNAME CHAR(20) NOT NULL,
STUDENT_LASTNAME CHAR(20) NOT NULL,
STUDENT_ADDRESS CHAR(100) NOT NULL,
STUDENT_PHONE CHAR(10) NOT NULL,
DEPARTMENT_ID INTEGER NOT NULL);

CREATE TABLE "UNIVERSITY"."DEPARTMENT"
( DEPARTMENT_ID INTEGER NOT NULL,
DEPARTMENT_NAME CHAR(20) NOT NULL,
DEPARTMENT_ESTDATE DATE);

ALTER TABLE "UNIVERSITY"."STUDENT" ADD CONSTRAINT
"STUDENT_PK" PRIMARY KEY(STUDENT_ID);
ALTER TABLE "UNIVERSITY"."DEPARTMENT" ADD CONSTRAINT "DEPARTMENT_PK" PRIMARY
KEY(DEPARTMENT_ID);
ALTER TABLE "UNIVERSITY"."STUDENT" ADD CONSTRAINT "STUDENT_DEPARTMENT_FK"
FOREIGN KEY(DEPARTMENT_ID) REFERENCES
"UNIVERSITY"."DEPARTMENT"(DEPARTMENT_ID);

5. Save your work.
The SQL script is created and saved in your SQL Scripts folder.

Note:
You do not have to run this file to reverse-engineer from it. You will reverse-engineer from this script in
the next section.

7.2.1.2 Reverse-engineering from the DDL script

Let's use this new DDL file to reverse-engineer to a physical data model.

To reverse-engineer the DDL script:

1. Create a new physical data model by clicking File -> New -> Physical Data Model. The New
   Physical Data Model wizard opens.

2. Complete the Model File page of the wizard:
   a. Specify the University Info System data design project as the destination folder.
   b. In the File name field, specify NEW_SDT_DDL.
   c. Specify DB2 for Linux, UNIX, and Windows as the database type.
   d. Specify 9.7 as the database version.
   e. Select the Create from reverse engineering radio button.
   f. Click Next.

3. On the Source page, select the DDL script option, then click Next.

4. On the Script File page, click Browse, then select the SAMPLE_DDL.sql file. Click Next.

5. On the Options page, click Next.
6. On the Reverse Engineering Status page, verify that the script file was successfully reverse-engineered, then click Finish to create the physical data model.

The NEW_SDT_DDL.dbm physical data model is created in the Data Project Explorer, as shown in Figure 7.2.

![Data Project Explorer](image.png)

**Figure 7.2 – New physical data model, created from a DDL file**

If you explore the physical data model, you see the schema and tables that were specified in the DDL script.

### 7.2.2 Reverse-engineering from a database

The process of reverse-engineering from a database is pretty similar to that of reverse-engineering from a DDL script, except that you can choose what objects to reverse-engineer from the database. For example, a database might contain multiple schemas, and you want to keep your schema models separate from one another. Simply select the schema or schemas that you want to reverse-engineer, and modify them before you deploy the changes.

Although you already have an existing copy of the STUDENT_LIFE schema, contained in the STUDENT_INFO_SYSTEM.dbm physical data model file, let's use the schema deployed on the database to reverse-engineer and make changes, so that we can later compare and deploy those changes to the SAMPLE database.

To reverse-engineer from a database:

1. From the main menu, click File -> New -> Physical Data Model. The New Physical Data Model wizard opens.
2. Complete the Model File page:
   a. Specify the University Info System data design project as the destination folder.
   b. In the File name field, specify NEW_SDT_INFO_SYS.
   c. Specify DB2 for Linux, UNIX, and Windows as the database type.
   d. Specify V9.7 as the database version.
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e. Select the Create from reverse engineering radio button, then click Next.

3. On the Source page, make sure the Database radio button is selected, then click Next.

4. On the Select Connection page, select the SAMPLE database connection profile, then click Next.

5. On the Select Objects page, select the STUDENT_LIFE schema, then click Next.

6. On the Database Elements page, keep the default selections, then click Next.

7. On the Options page, click Finish.

The new physical data model is created in the Data Project Explorer (as shown in Figure 7.3) and opens in the editor view.

Figure 7.3 – A new physical data model, reverse-engineered from an existing database

7.3 Making changes to the new physical data model

Let's modify the NEW_SDT_INFO_SYS.dbm physical data model file to include some new columns and an index. In this scenario, the business process owners have asked you to include columns to store the main phone number of each instructor of each course and the phone numbers of students. They've also requested an index to help sort student names to make accessing the data easier.

After you make these changes, you can use the compare and merge features of the workbench to generate DDL to deploy the changes to the SAMPLE database.

To make changes to the physical data model:
1. Locate the COURSE table in the data design project: University Info System -> Data Models -> NEW_SDT_INFO_SYS.dbm -> SAMPLE -> STUDENT_LIFE -> COURSE.

2. Create the INSTRUCTOR_PHONE column in the COURSE table:
   a. Right-click on the COURSE table and select Add Data Object -> Column. A new column object is created under the COURSE table.
   b. Name the new column INSTRUCTOR_PHONE.
   c. In the Data Type field for the INSTRUCTOR_PHONE column, specify CHAR.
   d. In the Length field, specify 10.

3. Use the steps outlined in step 2 to create the STUDENT_PHONE column in the STUDENT table. Use the same data type.

4. Create a new index to sort student information by last name:
   a. Right-click the STUDENT table and select Add Data Object -> Index. A new index is created under the STUDENT table.
   b. Name the index STUDENT_LAST_NAME_IDX.
   c. Open the Columns tab of the Properties view, and click the ellipsis button (...) next to the Key columns field to modify the key columns. The Select Columns window opens.
   d. Deselect the FIRST_NAME column, and select the LAST_NAME column. Click OK to modify the key column.

5. Save your work.

The columns and index are created and saved in your physical data model file. Now you can use this modified physical data model to compare with the target database, then generate delta DDL to merge your changes in the SAMPLE database.

### 7.4 Compare and merge your changes

The compare function helps you find differences between two versions of a model. The merge function helps you deploy the changes into an existing model. With this view, you can also analyze the impact that your changes will have upon existing models. This action helps you find dependencies among your data objects, so that you can understand how the changes you make to one data object will impact related objects.

**Note:**

Since the changes we have made to this small model are minor, there are no dependent objects in this model that would be impacted. As a best practice, you should always analyze the impact of your changes before you generate the DDL to deploy your changes.

If, in the future, you would like to analyze the impact of your changes, you must first copy the changes from one data model to another. Then, you can use the Analyze Left Impact or Analyze Right Impact buttons to analyze the impact of your changes. The impacted objects are shown in the Impacted Objects view, and you can drill down through the changes to see what data objects will be impacted by your
changes.

To learn how to compare and merge with the workbench, let's use the NEW_SDT_INFO_SYS.dbm physical data model and compare it to the SAMPLE database. Since you have already modified the physical data model, you can now compare it to the database and generate a DDL script to deploy your changes.

Note:
You can also compare two models within a workspace. This task is not covered in this book, but is similar to the process of comparing to a source database.

7.4.1 Comparing and merging changes with the database
You can compare a data model with the source database. The compare feature is available for the following objects:

- The source database
- Logical data models
- Physical data models
- Glossary models
- Domain models

Let's compare the new physical data model with its source database:

1. Locate the STUDENT_LIFE schema in the Data Project Explorer: University Info System -> Data Models -> NEW_SDT_INFO_SYS.dbm -> SAMPLE -> STUDENT_LIFE.
2. Right-click the STUDENT_LIFE schema in the Data Project Explorer and select Compare With -> Another Data Object. The Compare with Another Data Object wizard opens.
3. Expand the SAMPLE (SAMPLE) database, then select the STUDENT_LIFE schema of the source database, as shown in Figure 7.4:
Click Next to proceed to the next screen. The Filtering Criteria page opens.

4. Select specific data objects to compare:
   a. Click the Deselect All button to deselect all of the data objects.
   b. In the Objects to include in comparison field, select the Columns object. All of the objects that are related to columns are also selected.
   c. Select the Index object.

5. Click Finish to run the comparison.

The schema object of the physical data model is compared to the STUDENT_LIFE schema in the SAMPLE database. The Compare editor opens.

The Structural Compare pane lets you navigate through the differences in the data design project schema and source schema. The data design project schema is found in the left side of the pane, and the source schema is found in the right side of the pane. This is shown in Figure 7.5.
4. Use the Structural Compare pane to navigate through the differences between the two schemas. Click the Next Difference or Previous Difference buttons to see the differences between the schemas.

5. Use the Structural Compare view to locate the COURSE.INSTRUCTOR_PHONE column, as shown in Figure 7.6. Note that the Structural Compare view shows that the object does not exist in the source schema.

6. Right-click the INSTRUCTOR_PHONE column and select Analyze Left Impact. The Impacted Objects view opens. Since no other data objects reference this column, and since there are no dependencies, there is no impact displayed in the Impacted Objects view.

7. Use the Property Compare view to specify that you want to copy the new column to the source schema. Click the Copy from Left to Right button.

8. Use the Structural Compare view to locate the STUDENT_PHONE column.
9. Right-click the STUDENT_PHONE column and select Analyze Left Impact. Since no other data objects reference this column, and since there are no other dependencies, there is no impact displayed in the Impacted Objects view.

10. Use the Property Compare view to specify that you want to copy the STUDENT_PHONE column to the source schema.

11. Locate the new STUDENT_LAST_NAME_IDX index, then analyze the impact and copy the change to the source schema.

12. Generate the DDL to deploy your changes. The Generate Right DDL button generates the DDL that you need to deploy the changes to the database. The Generate DDL wizard opens.

11. Complete the Save and Run DDL page:
   a. Make sure that the University Info System data design project is specified in the Folder field.
   b. In the File name field, specify DELTA_SDT_CHANGES.sql.
   c. Select the Run DDL on server check box to run the DDL script on the server and deploy your changes.
   d. Click Next.

12. On the Select Connection page, select the SAMPLE database connection, then click Next.

13. Review the information on the Summary page, then click Finish.

The DDL runs on the server, and your new columns and index are created in the SAMPLE database. Check the SQL Results view to ensure that the SQL statements ran successfully. Refresh the database in the Data Source Explorer, then verify that the new columns and index exist. One of the new columns is displayed in Figure 7.7.

![Figure 7.7 – Viewing the changes in the Data Source Explorer](image-url)
Advantages of the compare and merge functions

Without the help of IBM InfoSphere Data Architect, comparing and merging updated data models is a time-consuming process, since you would have to manually design all of the queries. Manually introducing changes can cause many errors, especially in databases with large number of existing schemas, tables, and constraints.

IBM InfoSphere Data Architect accounts for existing constraints and dependencies when it carries out the compare and merge process, making it easy for you to manage changes to your databases and schemas.

Exercise

1. Create the following DDL script, named EXERCISE_7_5.sql:

   ```sql
   CREATE SCHEMA "EXERCISE";
   CREATE TABLE "EXERCISE"."TABLE1"
   ( "TABLE1_ID" INTEGER,
     "TABLE1_NAME" VARCHAR(20),
     "TABLE2_ID" INTEGER);
   CREATE TABLE "EXERCISE"."TABLE2"
   ( "TABLE2_ID" INTEGER,
     "TABLE2_NAME" VARCHAR(20),
     "TABLE3_ID" INTEGER);
   CREATE TABLE "EXERCISE"."TABLE3"
   ( "TABLE3_ID" INTEGER,
     "TABLE3_NAME" VARCHAR(20));
   CREATE UNIQUE INDEX "TABLE1_ID_INDEX" ON "EXERCISE"."TABLE1"
   ("TABLE1_ID");
   CREATE UNIQUE INDEX "TABLE2_ID_INDEX" ON "EXERCISE"."TABLE2"
   ("TABLE2_ID");
   CREATE UNIQUE INDEX "TABLE3_ID_INDEX" ON "EXERCISE"."TABLE3"
   ("TABLE3_ID");
   ```

2. Reverse-engineer the DDL script and create a new physical data model, EXERCISE_7_5.dbm. On the Options page of the New Physical Data Model wizard, make sure that you create an overview diagram and infer implicit relationships between the data objects of the data model. Document your results.

3. Use the Properties view of the EXERCISE diagram to display the key and non-key compartments of the objects in the diagram. Use the Layout tab to change the layout to a Hierarchical -> Top to bottom layout. The overview diagram of the new physical data model should look like the image in Figure 7.8.
7.6 Summary

We have seen how the process of reverse-engineering helps us in creating a physical data model from an existing set of tables and schemas in our database or from a DDL script. We have also seen how we can choose the type of database elements which we want to incorporate into the reverse engineered model when reverse-engineering from a database. We have seen how the compare and merge process can help us manage the changes to an existing database without losing any existing data.

7.7 Review questions

1. True or false: To reverse-engineer a DDL script, it can only have the .DDL file extension.
2. True or false: When reverse-engineering from a DDL script, the workbench allows you to specify the type of database elements that you want to reverse-engineer.
3. What are the different types of database elements that can be reverse-engineered into a physical data model?
4. True or false: You can only compare and merge changes on a physical data model and its ancestor in the database.
5. What types of data models can you compare?
Chapter 8 – Model Mapping and Discovery

Information can come from different data sources, and integration of such data is a common requirement in any enterprise. When an existing data source has to be integrated with an acquisition data source, understanding the metadata is very crucial.

Metadata is data about the data: it stores the data type of the data, purpose of the data, and other identifying information. Understanding metadata helps to visualize how the different data sources are related to each other and creating mappings and relationships amongst them. Mapping models help you map this metadata among a variety of data sources.

IBM InfoSphere Data Architect provides the following metadata integration tools:

- Define relationships and mappings between data sources
- Set transformation rules
- Discover relationships
- Generate scripts which could be deployed to a database

8.1 Mapping models: The big picture

![Diagram](image)

Figure 8.1 – The big picture
A mapping model defines relationships between two different schemas: a source schema and a target schema. The mapping model is stored as a mapping specification language (MSL) file. The source model can be either a logical data model or physical data model. The target model can be a logical data model, a physical data model, or an XML schema file (XSD).

Mapping models are a part of information integration modeling. Information integration modeling provides a set of functions that can help you manage metadata. To integrate a new data source with existing enterprise data, you need to understand how the data in the new source is related to data in the existing environment. You can build a process that copies data from the new data source into the existing source. By defining mappings and relationships, you can manipulate a large set of disparate metadata.

8.1.1 Managing metadata with mapping models

IBM InfoSphere Data Architect helps you manage the metadata about your models in the following ways:

- **Discover relationships**: The workbench can help you discover methods that show you how one or more source schemas might be related to a target schema. The relationships can be based on the metadata or any available data samples.

- **Map relationships**: IBM InfoSphere Data Architect visually maps your source and target data models and the relationships that are discovered or manually specified. The mapping that you create describes how you can combine and transform data that is represented by one or more source models into some form that is appropriate to a target model. The results are saved in a mapping model.

- **Build expressions**: You can define criteria, such as functions, join conditions, filter conditions, and sort conditions, that you can add to the mapping model. Use these expressions in scripts that you deploy.

- **Generate scripts**: You can generate a script from the mapping model that can be used to transform and filter data from mapping model-compliant sources to mapping model-compliant targets.

Mapping models help us integrate different models from various sources by defining relationships amongst them. Transformation rules can be added to the relationships and mappings created between schemas.

A mapping is a dependency between two data structures that is not implemented in the data source. A mapping model stores the summary of these mappings.

Assume that this student information system is one that is designed to work with multiple campuses. For example, some universities have a main campus, and they also make use of smaller, satellite campuses, typically within the same geographical area. Assume that the NEW_SDT_INFO_SYS.dbm physical data model models some of the data from a smaller satellite campus for a major university, but you want to seamlessly integrate that information.

Since you reverse-engineered the physical data model in Chapter 6, you can create a mapping model to map some of its metadata to the corresponding objects in the STUDENT_INFO_SYSTEM.dbm physical data model file.
8.1.2 Further managing naming standards with mapping models

You can use a glossary or naming model to discover relationships between source and target schemas. You learned about glossary models in Chapter 3 of this book. The naming rules that you defined earlier in the data design process can be used to identify the relationships between different schemas.

**Note:**
You will not perform the steps outlined in this section. They are provided for reference only.

You already created a glossary model to track the names of entities, tables, and other data objects in your data models. You could use this glossary model to ensure that all data models conform to the naming standards that you have defined for your organization. If the mapping model discovery cannot correctly determine which objects should be mapped, then perhaps some of these objects are out of compliance.

To determine if models are in compliance with naming standards with a mapping model:

1. Open the Enterprise Naming Standard window to attach a naming model to the mapping model:
   a. Open the mapping editor by opening an existing mapping model.
   b. Right-click in the mapping editor.
2. Select the schema to which you want to attach a naming standard.
3. Click the Add button next to the Naming model list pane. The Select Naming Model Files window opens.
4. Select a glossary model (with the file extension of .ndm) and click OK.
5. Repeat the steps above for any remaining schemas, then click Finish.
6. Discover the relationships based on the best fit:
   a. Right-click in the mapping editor and select Discover Relationships -> Find Best Fit. The Discover Relationships window opens.
   b. Select the schemas for which you want to discover the relationships, then click Finish.

The models are analyzed, and the workbench determines which data objects should be related in the mapping model.

7. Approve or reject the mappings.
8. Create new mappings if necessary.
9. Save your work.
8.2 Building mappings within the workbench

You can create mapping models from source logical and physical data models in your data design projects. Target models for your mapping models can be logical or physical data models or XML schemas.

Restriction:

You cannot generate scripts from a source that is a logical data model. When you create mappings between logical data models and other sources or targets, it is only for publishing purposes; that is, you can only report on the mappings.

8.2.1 Creating a blank mapping model

Let's create a new mapping model to map the objects in the NEW_SDT_INFO_SYS.dbm physical data model to the STUDENT_INFO_SYSTEM.dbm physical data model:

2. Complete the Create Mapping page:
   a. Make sure that the University Info System data design project is specified in the Destination folder field.
   b. In the File name field, specify STUDENT_MAPPING.msl.
   c. Make sure that the Enable script generation for this model option is selected, so that you can create SQL scripts to deploy your mappings.
   d. Click Next.
3. Complete the Specify the Mapping Source page:
   a. Click the Add button. The Select a Mapping Source window opens.
   b. Select the NEW_SDT_INFO_SYS.dbm physical data model file, then click OK. The mapping source file is added to the Mapping source files list.
   c. Click Next.
4. Do not change any of the options on the Specify the Mapping Source page, then click Next.
5. Complete the Specify the Mapping Target page:
   a. Click the Add button. The Select a Mapping Target window opens.
   b. Select the STUDENT_INFO_SYSTEM.dbm physical data model file, then click OK. The mapping target file is added to the Mapping target files list.
   c. Make sure that all of the objects in the Mapping target schemas list are selected.
   d. Click Next.
6. Verify your options on the New Mapping Model Summary page, then click Finish.

The mapping model file is created in the Mappings folder of your data design project, and it opens in the editor view.
The mapping editor has three panes, as shown in Figure 8.2:

- **Source**: This pane contains the source file and schema.
- **Mappings**: This pane will display mappings and mapping groups within the mapping model.
- **Target**: This pane contains the target file and schema.

![Figure 8.2 – Getting to know the mapping editor](image)

### 8.2.2 Adding mappings to mapping model

You can create mappings between the source and target schemas from the mapping editor. You can create mappings in two ways:

- **Manually add mappings**: Select objects in the Source and Target panes, then create a mapping between them.
- **Let the workbench discover mappings**: Run the Discover Relationships wizard to determine the best mappings between data objects.

#### 8.2.2.1 Manually creating a mapping

When you create a mapping manually, you ensure that each source object is mapped to its appropriate, corresponding object in the target data model. This can be a time-consuming process, but in the case of small data models, it is sometimes best to use this method.

Let's experiment with manually creating mappings and create two mappings:

1. Map the STUDENT.STUDENT_ID columns:
   a. Left-click to select the STUDENT.STUDENT_ID column in the Source pane.
   b. Left-click to select the STUDENT.STUDENT_ID column in the Target pane. The selected columns are shown in the image in Figure 8.3.
2. Map the STUDENT.FIRST_NAME columns using the above process. The mapping editor should now look like the image in Figure 8.5.
3. Save your work.

8.2.2.2 Automatically discovering relationships

Identifying the relationships between disparate data sources is quite tedious and time consuming when you are working with large data models. In addition, the subtle relationships are not always obvious to identify. You can use the Discover Relationships wizard within the workbench to perform this task for you, based on certain algorithms.

**Note:**
You can modify how relationships are discovered from the Preferences window. Click Window -> Preferences. The Preferences window opens. Expand the Data Management node, then select Mapping Editor -> Discover Relationships to define how relationships are discovered.

Use your existing mapping model to discover the relationships between objects in both data models:

1. Right-click anywhere within the mapping model, then select Discover Relationships -> Find Best Fit. The Discover Relationships window opens.

2. In the Source pane, select the check box next to the NEW_SDT_INFO_SYS.dbm data model. Make sure that all objects under the physical data model are selected, as shown in Figure 8.6.
3. In the Target pane, select the check box next to the STUDENT_INFO_SYSTEM.dbm data model. Make sure that all objects under the physical data model are selected.

4. Click Finish.

The discovery process runs, and you see a series of mapping lines that show potential relationships between the objects in the two data models. This is shown in Figure 8.7.

The relationships that were discovered are only potential relationships. Before they become officially part of the mapping model, you must approve or reject the mappings.
Relationships within a mapping model are color-coded. The color codes are determined by the settings in the Preferences window, in the Mapping Editor page (found under the Data Management node).

Note that the relationships you created are in blue or light blue, depending on whether the relationship is selected. Within the workbench, these are considered to be accepted mappings and are an approved part of the mapping model. Discovered mappings are in gold if they are not selected, and they appear to be brown if you select them.

You select mappings to approve or reject them. If you reject a mapping, the mapping line disappears from the mapping model.

First, you will approve a couple of relationships manually. Then, you will inspect the remaining relationships and determine whether to accept the mappings.

To accept or reject discovered relationships:

1. Select the mapping for the STUDENT.LAST_NAME relationship. The mapping line changes to a brown color, and the discovered mapping displays in the Properties view.

2. Right-click on the mapping and select Accept Mapping, as shown in Figure 8.8.

The mapping line color changes to blue.

3. Use the method outlined in steps 1 and 2 above to approve the mapping for the STUDENT.STUDENT_SSN and STUDENT.EMAIL_ADDR mappings.

4. Save your work.

At this point, you probably realize that with large data models, this can be a tedious process. Now that you are familiar with how to accept or reject mappings manually, you can view the remaining mappings and determine whether to accept all of the proposed mappings.

5. Expand all of the table nodes in the Source and Target panes. The editor should look like the image in Figure 8.9.
6. View the mappings and verify that they should be mapped together. In this case, you would speak with your extended team at the satellite campus to determine what each column is intended to do, and then determine which columns should be mapped. Since you reverse-engineered the `NEW_SDT_INFO_SYS.dbm` physical data model, you know that the discovered relationships are, in fact, mapped correctly.

7. Right-click in the mapping editor and select *Accept All Mappings*. The color of the mapping lines changes to light-blue, making them a valid part of the mapping model.

8. Save your work.

### 8.3 Types of mapping

Five types of mappings can be identified, depending on their properties and how they were created. Mappings are represented in the editor by lines that are drawn between the source and target nodes. Each mapping line contains a hub in the middle of the line.

The color of the line depends on the type of mapping. Discovered mapping lines contain hubs that appear as brackets. All other mapping lines contain square hubs.

- **Mappings**: A mapping connects one or more source columns to a single target column or an XML schema document (XSD) simple element or attribute.

- **Discovered mappings**: These are the mappings proposed from the Discover Relationships wizard. You can either accept or reject the individual mapping of each relationship. Discovered mapping lines contain hubs that appear as brackets, until you approve or reject them. If you approve a discovered mapping, the hub changes to a square.

- **Constant mappings**: These mappings have a target element, but they do not have a source element. This can be used to select a transformation function like date or time function to assign
it to target element. You create constant mappings by right-clicking a target element in the Mapping Group Details view, then selecting Create Constant Mapping from the menu.

- **Mapping groups**: Mapping groups sort mapped elements by the target table (in a relational database) or by the element (in an XML schema). When you generate scripts for these mapping groups, one query is generated per mapping group.

- **Invalid mappings**: The mapping becomes invalid when you change the properties of data objects in the source or target model. When the mapping editor is opened, all of the mappings are re-validated. If the source or target object is no longer valid, then the mapping is invalidated and a red “X” will appear on the mapping line.

### 8.4 Adding expressions and filters to the mapping model

You can create transformation statements for each mapping that is created. The expression may be a filter, join, sort, or a transform function on a source column to get the desired target column value. The expression may change either the value or data type of the source column to be compatible with the target column. These expressions are SQL fragments and appear in the DDL that you generate from the mapping model.

Let’s create a mapping transformation expression to make sure that all of the rows in the STUDENT.FIRST_NAME column of the NEW_SDT_INFO_SYS.dbm physical data model appear in uppercase when they are consolidated with the information in the STUDENT_INFO_SYSTEM.dbm physical data model.

To create a transformation expression:

1. Select the mapping line between the two STUDENT.FIRST_NAME columns. The properties of the mapping appear in the Properties view.
2. Click the Expression Builder button next to the Transformation field. The Expression Builder window opens.
3. Select a function. In this case, you will add a function to make sure that all first names stored in the database are stored in uppercase characters. Expand the String node and select the UCASE(VARCHAR) – VARCHAR function.

The function appears in the Transformation expression pane.
4. Place the cursor between the parentheses, as shown in Figure 8.10.
5. Add the STUDENT.FIRST_NAME column to the expression by double-clicking the column. The expression should look like the image in Figure 8.11.
8.5 Generate scripts that you can deploy

You can generate a SQL script from the mapping model. This SQL script contains the SQL scripts necessary to account for all the mappings that you created in the mapping model. The script can then be deployed onto a database.

Let’s generate a script to deploy the mapping model:

1. Locate the \texttt{STUDENT\_MAPPING.msl} mapping model in the Data Project Explorer: 
   \texttt{University Info System -> Mappings -> STUDENT\_MAPPING.msl}.
2. Right-click on the mapping model file and select \textit{Generate script}. The Generate Script wizard opens.
3. Complete the Generate Script Options page:
   a. Make sure that the SQL query language is selected.
   b. Make sure that the \textit{Create a Select statement} query type is selected.
   c. Select the \textit{Create fully qualified names} check box.
   d. Specify \texttt{STUDENT\_MAPPING.sql} as the script file name.
   e. Click \textit{Next}.
4. Review the script on the Summary page, then click \textit{Finish} to generate the SQL script.

The script is generated and opens in the editor view. When you run this script on the server, the queries run and generate the mappings between the schemas in the physical data models.

8.6 Export mapping models in CSV format

You can export the mapping model into a comma separated file (using the .\texttt{csv} file extension). The CSV format is supported by other tools (including spreadsheet tools), and therefore, you can use this file to import the mapping model into other tools.

When you export a mapping model to a file in CSV format, the contents of the mapping model are transformed as follows:

- For one-to-one mappings, the resulting CSV file contains one row for each mapping.
- For many-to-one mappings, there are multiple rows, one for each source and target pair.

Export your mapping model to a CSV file:

1. From the main menu, click \textit{File -> Export}. The Export wizard opens.
2. Expand the \textit{Data} node, and select the \textit{Export a mapping model to a file in CSV format} option, then click \textit{Next}.
3. Complete the Mapping Model Export page:
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a. Click the Browse button next to the Model to export field. The Export Mapping Model window opens.

b. Select the STUDENT_MAPPING.msl mapping model file, then click OK to add it to the wizard.

c. Click the Browse button next to the Export to field. The Save As window opens.

d. Specify STUDENT_MAPPING.csv in the File name field, then click OK.

4. Click Finish to create the CSV file in your workspace.

The CSV file is created and saved in the University Info System directory of your workspace path. For example, it could be saved to the following file path on a Windows machine:

C:\Documents and Settings\Administrator\IBM\workspaces\IDA_GettingStarted\University Info System\STUDENT_MAPPING.csv

You can import this file to other tools that support the *.csv file format.

8.7 Exercise

1. Create a mapping model of the NEW_SDT_DDL.dbm physical data model and the STUDENT_INFO_SYSTEM.dbm physical data model.

2. Run the Discover Relationships tool and approve or reject mappings within the mapping model.

3. Create new mappings as necessary.

4. Add a transformation function to one of the mappings.

5. Generate an SQL script from the mapping model.

6. Create a CSV file that can be used with other tools.

8.8 Summary

In this chapter, you learned about mapping models and how they can be used to manage various data sources and the relationships between data models. You learned how to create a mapping model and discover the potential relationships between the objects in your data models, and you also learned how to manually create the relationships between these objects. Then you generated a SQL file to create these relationships on the server, and you generated a CSV file to use the mapping model in other tools.

8.9 Review questions

1. What is a mapping model?

2. Why would you need to create a mapping model?

3. What are the different types of mapping?

4. Which of the following transformation functions can be added to a mapping group?

   A. Filter
B. Sort
C. Join
D. All of the above

5. True or false: You can map more than one source element to a single target element.
Chapter 9 – Analyzing Data Models

IBM InfoSphere Data Architect is a free-form modeling tool, which means you can create a model that suits the needs of the business, and the workbench will not restrict the design of the model in any way. When you design a model, however, you could possibly unintentionally create a model that violates the logical or physical data modeling rules or constraints which could introduce errors or do not conform to common data design best practices.

To help you identify issues with the model, use the Analyze Model wizard. In this chapter, you will learn the following concepts:

- How to analyze the data model
- How to change the preferences to influence how models are analyzed
- How to address errors and warnings after the model is analyzed

9.1 Analyzing data models: The big picture

You analyze a data model after you create it. The Analyze Model wizard validates the model in two major ways:

1. Design Suggestions: These are best practice suggestions or design constraints that are put in place by the architects so that the model follows a standard.
2. Syntax Checks: Syntax checks are validations validate the syntax of attributes and also checks if the valid relations are created between entities or tables.

Ideally, you analyze data models before you transform or deploy them. This ensures that you are not transforming or deploying invalid models, and you can determine what problems exist (if any) before these models go into production and cause potential issues.

9.2 Analyzing data models with the workbench

9.2.1 Analyzing logical data models with the workbench

You can only analyze logical data models from the package node. Let's analyze the STUDENT_INFO_SYSTEM.ldm logical data model to ensure that it is valid.

To analyze a logical data model:
1. Locate the STUDENT INFO SYSTEM package within the logical data model: University Info System -> Data Models -> STUDENT_INFO_SYSTEM.ldm -> STUDENT INFO SYSTEM.

2. Right-click on the STUDENT INFO SYSTEM package and select Analyze Model. The Analyze Model wizard opens.

Since we selected a logical data model package, by default, all of the rule sets under the Logical Data Model node are selected. The rule sets in the Logical Data Model node include best practices, naming standards, and common design suggestions. Each rule set typically contains its own set of rules.

You can pick and choose which rules you want to adhere to when you validate your model, depending on what works best for your organization. Are naming standards important? Do you use domains? Does your data model have to be fully normalized?

3. Since you have already validated the naming standards, deselect the Naming Standard rule set.

4. Since you did not create a dimensional model, deselect the Dimensional Modeling rule set.

5. Click Finish to analyze the model.

The model is analyzed, and you see two warnings in the Problems view.

A warning specifies best practices, database limitations, or organizational requirements. Warnings do not make any model invalid by themselves. Warnings do not require changes to the data model before it is deployed. Warnings simply point out potential conflicts that could warrant design changes to your model. You should look at all warnings and act on them accordingly to make sure that any database limitations are addressed, and that you are adhering to organizational standards. You decide, however, whether to correct the warnings that relate to a data design best practice.

In this case, the two warnings in the Problems view note that the COURSE ID and STUDENT ID attributes in the COURSE and STUDENT entities are not unique. These attributes were added when you created relationships between the two entities. Therefore, you do not need to fix these attributes.

An error in the Problems view means that there is an issue with the data model that must be fixed. Errors will cause problems in a production environment, and you should fix them before you transform or deploy them to a production environment.

9.2.2 Analyzing physical data models with the workbench

Let's analyze the STUDENT_INFO_SYSTEM.dbm physical data model. You can analyze physical data models from the database or schema node.

To analyze a physical data model:

1. Locate the SAMPLE database object in the physical data model: University Info System -> Data Models -> STUDENT_INFO_SYSTEM.dbm -> SAMPLE.

2. Right-click on the SAMPLE database object and select Analyze Model. The Analyze Model wizard opens.

Since we selected an object within the physical data model, by default, all of the rule sets under the Physical Data Model category are selected. Just as in the logical data model analysis, the physical data
model analysis contains categories with their own rules that check for common best practices, naming standards, and design suggestions.

3. Because we did not create a dimensional model, deselect the Dimensional Modeling rule set.

4. Because we do not have table spaces for this physical data model, make sure that the tool does not validate table space options:
   a. Select the Index and Storage rule set under the Design Suggestions node. The rules for the Index and Storage rule set display in the Rules pane.
   b. Deselect the Table space design check and Table with table space check rules.
   c. Deselect the Table spaces rule set under the Syntax Check node.

5. Deselect the Naming Standard rule set. Click Finish to analyze the physical data model.

You see 7 warnings and 13 informational messages about the physical data model. If you wish, you can navigate through the problems in the Problems view and fix the warnings.

9.2.3 Fixing errors and warnings in the Problems view

If you want to fix the errors or warnings in the Problems view:

1. View the entire message to see the design suggestions offered by the tool.
2. Double-click the message to navigate to the data object or objects affected by the warning message.
3. Update the objects according to the design suggestions offered in the Problems view.

Note:
You can fix some of the messages in the Problems view by right-clicking on the message, then selecting Quick Fix.

9.3 Modifying the preferences for model analysis

You can modify the categories and rules that are selected by default when you analyze your data models. If you perform these steps, you do not have to spend time selecting and deselecting the options that you always use in the Analyze Model wizard.

Note:
You will not actively modify these preferences in this section, but you will learn how to get to these options in the Preferences window.

To modify preferences for the Analyze Model wizard:

1. From the main menu, click Window -> Preferences. The Preferences window opens.
2. Expand the Model Validation node and select the Constraints page. Use this page to change the default settings for what categories and rules are selected when you validate your data models.
For example, if you do not implement a naming standard for logical data models, expand the Logical data model -> Design suggestions node and deselect the Naming standard category.

3. Once you have made your changes, click Apply, then click OK.

The next time you validate your data model, your preferred categories and rules are selected.

9.4 Summary
In this chapter you have learned how to analyze a model to make sure that it conforms to organizational standards or standard design syntax rules. You learned about warnings and errors in the Problems view and how to address them.

9.5 Exercise
Modify the default preferences for the Analyze Model wizard.

1. First, analyze your existing physical and logical data models without changing the default settings. Document your results.

2. Then, use the Preferences window to ensure that both physical and logical data models are not checked for naming standards, table spaces, or dimensional modeling rules.

3. Analyze your physical and logical data models, and document the results. Do not fix the warnings or errors.

4. Then, open the Preferences window and restore the default settings for the model validation tool.

9.6 Review questions
1. At what level of a data model can you invoke the Analyze Model wizard?
   A. Model file
   B. Diagram
   C. Package, database, or schema
   D. Entity or table

2. What type of validation occurs when you analyze your models?
   A. Best practices
   B. Model syntax
   C. Valid design
   D. All of the above

3. Warnings point out potential problems in the following area:
   A. Database limitations and best practices
   B. Organizational requirements
C. Both A and B
D. None of the above

4. How do you change the default preferences for the Analyze Model wizard?

5. When is the best time to analyze a model?

6. What should you keep in mind when analyzing your data model or determining whether to address a warning?

7. True or false: You must correct warnings in the Problems view.

8. True or false: Your model is considered invalid if there are errors in the Problems view.
Chapter 10 – The Data Management Life Cycle

10.1 Managing your data

The Data Security, Privacy, and Lifecycle Management portfolio is a unified solution set that facilitates management of data throughout all the stages of the software development cycle, from gathering requirements to project retirement. IBM InfoSphere Data Architect is a part of the Data Security, Privacy, and Lifecycle Management portfolio. Some of the popular products in the portfolio are:

- IBM InfoSphere Data Architect
- Optim Development Studio and pureQuery Runtime
- Optim Database Administrator
- Optim Performance Manager Extended Edition
- Optim High Performance Unload
- Optim Query Tuner

The following list contains some high-level descriptions of these products in the Data Security, Privacy, and Lifecycle Management family:

- **Optim Development Studio**
  
  Optim Development Studio allows you to develop and administer databases. With Optim Development Studio, you can create, alter, and drop objects; manage database privileges; view distributions of data; and gather statistics on data objects. You can also develop and test SQL and XQuery queries, stored procedures, Web services, and Java data access layers.

  Optim pureQuery Runtime is an optional feature that you can use with Optim Development Studio. Optim pureQuery Runtime is a high-performance data access platform that makes it easier to monitor, develop, optimize, secure, and manage data access. Use APIs to simplify best practices and enable collaboration between developers and database administrators, or monitor your SQL hot spots to gain insight to improve response times.

- **Optim Database Administrator**
Optim Database Administrator allows you to administer complex structural changes to databases and manage database migration scenarios. You can automate structural changes to better manage your test databases and speed up deployments, streamlining administrative tasks. Analyze the impact of database changes to minimize the risk to your deployment environment. You can also manage large environments more efficiently with Optim Database Administrator.

- **Optim Performance Manager Extended Edition**
  
  Optim Performance Manager helps database administrators improve DB2 performance and availability. DB2 Performance Expert helps you identify, diagnose, solve, and prevent performance problems before they impact the business. Optim Performance Manager provides optimization and tuning recommendations and helps you analyze trends to plan for database growth. It monitors your applications and databases, identifying potential problems and managing your workload before it impacts performance.

- **Optim High Performance Unload**
  
  Optim High Performance Unload helps database administrators work with very large quantities of data with less effort and faster results. Optim High Performance Unload runs concurrently with production applications, maintaining system availability while minimizing the impact to production performance. Optim High Performance Unload can also fit unloads, backups, migrations, re-partitioning into tight or shrinking batch windows, reducing the risk of impact to your online production environment.

- **Optim Query Tuner**
  
  Optim Query Tuner helps developers create efficient queries and build their tuning skills. It improves performance by providing expert advice about how to write high-quality queries and improve the design of the database.

### 10.1.1 The data management life cycle

The products listed in the previous section, either individually or in collaboration, provide solutions in each phase of software development life cycle. *Figure 10.1* illustrates this life cycle that can be accomplished with IBM’s Data Security, Privacy, and Lifecycle Management portfolio.
IBM InfoSphere Data Architect, as discussed previously, is primarily used in the design phase of the integrated data management life cycle, although modifications to the design are commonplace throughout the life cycle of any project. You can use the workbench to manage these changes.

With the Data Security, Privacy, and Lifecycle Management portfolio, all of these products are presented to you as a single solution (see section 10.1.2 on Integration capabilities of IBM InfoSphere Data Architect and 10.1.3 on shell-sharing). With Data Security, Privacy, and Lifecycle Management, the entire product life cycle can be managed. Because the portfolio overcomes the problems of interoperability and compatibility, you can achieve the following improvements:

- Develop enterprise-ready applications faster
- Effectively manage data growth
- Optimize database application performance
- Protect data privacy in all stages of the product/application life cycle
- Simplify migrations and upgrades

10.1.2 Integrating IBM InfoSphere Data Architect with other products

In any software development team, whether large or small, you should use tools that can share data or information seamlessly. This makes it easier to reuse all of the information throughout the various stages of product development.

IBM InfoSphere Data Architect supports model-driven design by integrating with the following products:

- InfoSphere Business Glossary: Share enterprise glossaries across the business
- Cognos Business Intelligence: Author, share, and use reports from information in your database
- Rational Software Architect: Synch the design of applications and information
- Rational RequisitePro: Ensure that the model is complete for the requirements of the business
- WebSphere® Business Modeler Advanced: Transform data models to XML schema definitions for business processes
10.1.3 Shell-sharing with other Eclipse-based products

IBM InfoSphere Data Architect is built on top of the Eclipse platform, which is a popular open-source platform that you can use to develop applications. The Eclipse platform allows you to integrate with other Eclipse-based products.

Shell-sharing between Eclipse-based products basically means that you can share the core components of products so that they are not duplicated across each of the products. It eliminates the need for each product to have its own Eclipse platform. A simple analogy to understand shell-sharing is to compare it to a Microsoft Windows installation: all of the common components required by Windows Program Files are stored in the C:\Windows folder.

At a basic level, shell-sharing translates into disk space savings, and duplicate components are not installed. Shell-sharing achieves this result by sharing common and compatible features. Therefore, you can interact with all of the features of each of the products via a single user interface. If, for example, you shell-share IBM InfoSphere Data Architect and Optim Development Studio with each other, you can develop and architect databases from a single, common platform. This common platform is launched without regard to which of the products is launched.
You can shell-share any number of compatible products. For example, you can also integrate Rational Software Architect with IBM InfoSphere Data Architect and Optim Development Studio in order to use the features of Rational Software Architect.

**Note:**

For an example about how to shell-share InfoSphere Data Architect, Optim Development Studio, and Optim Database Administrator, see the following developerWorks article:
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